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Abstract—The widespread use of Internet of Things (IoT)
devices makes their security a priority. Among the different
security challenges, identity and authentication mechanisms rise
as the most important. Identity and authentication in IoT are
limited by the device’s computation capabilities and are more
susceptible to physical attacks than common computers and
servers. Regardless, identity and authentication mechanisms are
essential for a secure system.

Researchers have pointed out that hardware, the source of
these limitations, may also be the solution to overcome these
challenges. Systems may include hardware-based cryptographic
implementations to overcome computation and energy limita-
tions. On the other hand, the addition of security hardware can
increase the resilience of a device against hardware and software
attacks.

Our work aims to support these claims by exploring the phys-
ical attacks and other challenges that identity and authentication
are subject to and analyzing possible technologies that may solve
these issues.

For achieving this goal, we preformed a threat analysis to
the IoT identity and used it to guided us through the research.
For each technology, we identified: known security attacks,
employed countermeasures, advantages and disadvantages for
identity assurance. Additionally, we surveyed the literature for
examples of these technologies supporting the device’s identity.

Finally, we were able to create an objective comparison
between the different technologies and identified challenges that
are hampering the extensive use of hardware-based identity and
authentication systems in IoT.

Index Terms—IoT, device’s identity, identity, hardware-based
identity, hardware trust anchors, hardware attacks

I. INTRODUCTION

The Internet of Things is an environment of interconnected
devices that uses the Internet to share data. Virtually any device
can be connected to the network. Smartphones, wearables,
motion sensors, cars, and smart home appliances are just a
few examples of connected devices today. The number of
Internet of Things (IoT) devices connected to the Internet
continues to grow [1] and our daily lives already depend on
them. In fact, they are even replacing us in factories, farms,
and other jobs [2]. This trend will not decrease and, on the
contrary, continues to increase, driven by the emergence of
more modern technologies emerging, such as 5G [3], Big
Data [4] or Fog Computing [5], that enable better connectivity
to end devices, increasing network bandwidth, storage and
computing resources. Therefore, an increase in the number of
Internet of Things (IoT) devices is foreseeable in the coming
years [3].

With the arising of these devices, the need for strong
security policies and controls in the IoT life-cycle urges [6].
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IoT devices are known to be insecure and the development
of security solutions is considered one of its open research
challenges [7], [8]. This problem is caused by a generalized
lack of security standards, along with the desire for inexpen-
sive systems, which means security is not a priority in their
development [9]-[11].

Among the different security challenges in this field [12],
[13], device identity is one of the most fundamental to create
a secure system. Authentication refers to the confirmation of
the origin of an object or person, in this case, often related to
the verification of its identity. Thus, identity management is
the basis for secure authentication methods for IoT. Without
these premises it is not possible to design a secure IoT
system, as we lose the ability to access control resources in a
system or guarantee the veracity of information received from
a device [14]. Despite these facts, the issues we mentioned
earlier limit the implementation of identity and authentication
mechanisms, which make them custom, lacking peer review,
and using slow or outdated cryptographic algorithms that do
not offer the best security.

Furthermore, IoT devices are more susceptible to physical
attacks than other devices, which has consequences for the
creation of IoT authentication and identity systems. Unlike
computers and servers, IoT devices are more likely to be
deployed in unprotected locations where the attacker can have
unrestricted physical access. A simple example is a smart
meter placed inside the customer’s home. His electric bill
depends on the measurements of that device, which means
that he is the person most motivated to tamper with the smart
meter and has unrestricted access to it.

Approaching this problem in a general way, we can con-
clude that protection against physical attacks is fundamental
for the production of secure IoT devices. These devices have
two parts: software and hardware. The software implements
all the logic of the device, while the hardware supports its
execution and enables interactions with the physical world,
which means that there is a relationship between them, as
the software runs on top of the hardware. Regarding vulner-
abilities, the industry has many tools to help us find them in
software, such as code auditors, fuzzers, debuggers, and static
analyzers, but there are fewer for hardware vulnerabilities.
For this reason, hardware vulnerabilities are more difficult and
slower to solve then their software counterparts [15].

To counterbalance, a root of trust is essentially a security
process that starts with an immutable (unchangeable) hardware
identity ingrained into the IoT device. A root of trust is an
immutable process or identity used as the first entity in a chain
of trust. For the most critical applications, a hardware root of
trust can be an important building block for more secure IoT
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devices. Regardless, this creates a hardware trust anchor.

This type of construction has multiple advantages, namely
guaranteeing the security of the device’s identity from software
and physical attacks, and enabling high assurance systems, due
to the higher level of resilience it offers.

As these anchors are implemented at the hardware level,
there may be the wrong perception that even if the device’s
software is fully compromised, the attacker will not be able to
compromise these primitives [16]. However, if the design can
not effectively resist to hardware attacks, hackers can easily
obtain the secrets of the entire chip. Attackers can use the
secrets to crack identity authentication and data encryption and
steal product design know-how, causing application security
problems.

Therefore, there is a big demand for the implementation of
hardware-level security features [15]-[18].

A. Related Research Overview

Over the years, several literature reviews have been pub-
lished on hardware security and identity that bear similarities
to our work.

Yang et al. [19] reviewed different technologies that can be
used to support the identification and authentication of IoT de-
vices. Throughout their review, Yang et al. explored how each
technology can be used as a building block for new systems
and potential security attacks on those technologies. Our work
also explores technologies with the same goal, but we include
more technologies like Trusted Execution Environment (TEE)s
and secure elements. Furthermore, unlike our work, Yang et
al. do not compare the technologies presented.

Shepard et al. [20] reviewed technologies that allow safe
and reliable execution according to the needs of IoT sys-
tems. During their analysis, they defined a threat model and
evaluation criteria, focusing on the IoT use case, which was
used to compare the different technologies. While our work
follows a similar approach, we explore identity assurance via
hardware security, which means that our analysis includes
other technologies, different threats, and requirements.

Ehret et al. [21] have more generalized coverage of this
topic. His research focused on hardware-based security tech-
niques related to IoT devices. This research goes through the
different components of a IoT device and presents their hard-
ware security threats and possible mitigations. Hu et al. [22]
followed the same research direction, but generalized further
by presenting systems hardware security threats and their
countermeasures. In addition, they reviewed security tools that
can be used to verify device security, for example, to analyze
at the hardware level how information flows within the board
or to check if the device implementation respects its intended
design. Contrarily to these works, our work analyzes the use
of hardware security for a specific purpose, supporting the
identification and authentication of IoT devices. In addition,
we present a threat analysis specifically for this purpose and
relate each threat to its identity assets. We also cover the
different countermeasures for each security threat and map
them onto the technologies presented.

Compared to these previous works, our research is intrin-
sically different from the research mentioned in this section.

To the best of our knowledge, this research is the first that
connects these two realities, identity and hardware security,
analyzing threats from physical security to identity, identifying
potential countermeasures, and mapping them to technologies
that can be used to support the implementation of new solu-
tions.

B. Contributions

Our work aims to provide a comprehensive analysis of
hardware trust anchors that can be used to support the im-
plementation of identity systems for IoT devices. In summary,
the contributions of this research are:

o Threat analysis of physical risks to the IoT identity,
which includes a definition of security assets, goals, threat
actors, threats and hardware countermeasures.

o Analysis of different technologies that can be used as
hardware trust anchors, containing their advantages and
disadvantages, security concerns and examples of their
use to support device identity.

o Discussion of challenges for adopting hardware trust
anchors and future research directions.

C. Outline

The rest of this article is structured as follows:

The Section I-A describes similar research papers on hard-
ware security and device identity, and how we differ from
them. Section II gives a brief introduction to identity and
authentication and their state of development regarding IoT.
The Section III lists the different research challenges that can
be retrieved from the literature related to the device identity
and authentication process, and the IV section elaborates
a threat analysis focused on physical risks to the device
identity. In Section V, we enumerate and analyze the different
technologies that can be used to support device identity. The
Section VI compares the different technologies and relates
them to the research challenges and security threats identified
earlier. Finally, Section VIII provides a summary of our
research.

II. TRADITIONAL VS IOT-BASED IDENTITY MANAGEMENT

One of the challenges of 10T is identity management and the
effective implementation of secure authentication mechanisms.
These two are fundamental characteristics to design a system
with security by default, as both are security primitives to
implement further features [13].

Identity is a specific set of features that allow unique
identification of an entity (something or someone). There
are countless implementations regarding the field of applica-
tion [23]. For example, a human identity could be a fingerprint
or a social security number. In the case of IoT, it can be a serial
number or a cryptographic key.

Authentication is the ability of an entity to prove that it
is genuinely the entity it claims to be. Thus, authentication
attests to the identity of an entity. In cryptography, authenti-
cation has two main classes: data source authentication and
entity authentication. Authentication of data origin refers to
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information exchanges where it is necessary to ensure that the
information and its source are immutable. As a result, data
source authentication implies data integrity. In contrast, entity
authentication is the corroboration of identity and does not
include any message other than the claim to be a particular
entity [24].

Depending on the literature, entity authentication is syn-
onymous with identification or self-concept. For authors who
consider identification an independent notion, identification
is claiming a specific identity without presenting irrefutable
evidence of this claim [24], [25]. In this work, we will treat
authentication and entity identification as synonyms.

Related to identity and identification, we have Identity
Management (IdM), which is the process of managing identity
information and providing authentication and access control to
information systems. IdM systems handle the relation between
different parties, entities, Service Provider (SP), and Identity
Provider (IdP). The entity is the one that claims an identity.
The SP provides a service to the entity, and, finally, the IdP
has three main functions, entity registration, identity storage,
and authentication, which means it is responsible for the
enrollment of new entities and also the authentication process
whenever an entity needs to access a service [26], [27]. This
fact makes the IdP the core component of an IdM.

On a IdM, an entity can have multiple identities charac-
terized by different identifiers organized in three categories:
something that only the entity and the IdP knows, such as
a password; something that the entity owns, such as a serial
number; and some physical characteristic of the entity, like
fingerprints [26].

With the growth of IdM systems, they started to follow
the isolated model - the traditional identity model in which
SP and IdP functions merge, therefore, identification and
authentication are done directly in the SP itself.

Isolated models are a management burden for organizations
with multiple services, implying identities for each entity [27].
In the case of human identity, multiple credentials are required,
decreasing user usability and weakening overall security. To
respond to these problems, IdM systems began to simplify the
user experience and its management, introducing the so-called
centralized model.

In the centralized model, the SP is separated from the IdP.
Herewith, different SPs can use the same IdP for authentica-
tion, and the entity has a single identity across multiple servers,
which also eases its management.

Despite the advances made by the centralized model and its
paradigms, there are still two problems. IdP servers struggle
to scale, as the increase in the number of identities implies an
increase in the compute and storage requirements. Also, the
centralized model does not support inter-domain authentica-
tion, which is a usability problem for large enterprises [27].

The federated model solves these issues by integrating
multiple IdPs in a single authentication domain - the federated
authentication domain. This model is implemented by setting a
group of agreements, standards, and technologies that enable a
SP to recognize identities from other authentication domain’s
IdP or the creation of maps between identities from different
IdPs [27]-[29].

Based on the federated model principles, multiple protocols
support their implementation, such as SAML [30], OpenID
connect [31], and full-fledged IdM systems, as Keycloak [32]
and Shibboleth [33]. These are just a few examples of imple-
mentations, there are other frameworks and systems, but the
ones presented here are the most widespread [34].

Security Assertion Markup Language (SAML) [30] is a
XML-based protocol to exchange authentication and autho-
rization data between a SP and a IdP, even when they are
part of different authentication domains. This protocol relies
on the SAML Assertion message, a XML containing all the
information required by the SP about the entity and crypto-
graphically signed by the IdP. The SP uses the IdP’s public key
to check the veracity of the message. Shibboleth [33] leverages
the SAML protocol to implement a complete IdM solution,
featuring federated Single Sign-On (SSO) capabilities.

OpenlD Connect [31] is an authentication and authorization
framework, which is implemented on top of the OAuth 2.0
authorization framework [35] by adding an identity layer that
allows the exchange of identity information [31]. The protocol
uses a REST API to delegate conditional access to entity data.
The entity obtains an Access Token from the IdP that SP uses
to access its identity information. Keycloak [32] is an example
of a IdM system based on OpenID Connect.

The growing number of online users and accounts has
driven the evolution of IdM models to be user-centric. Both
protocols are examples of this paradigm. The user controls
the information exchanged between SP and IdP, which allows
users to have different identifiers linked to their identity,
which can be shared with SPs according to their consent.
Furthermore, this paradigm is being explored to create SSO
experiences. The user only needs to authenticate once and will
have access multiple services without having to re-enter their
credentials [36].

Research continues to follow the user-centric paradigm,
addressing privacy issues, such as a lack of control over
personal data dissemination [37]. Others move away from
the classic centralized model and make decentralized IdMs
focusing on preserving user privacy [38]-[40].

With the emergence of IoT devices, the need for specific
IoT IdM solutions has also increased [41]. IoT devices are
inherently different from humans because there is a lack of
identifiers, which makes it difficult to develop solutions.

Lam et al. [42] listed four types of characteristics that can
be used to identify a IoT device: inheritance, association,
knowledge and context; inheritance is the most hardware-
dependent and immutable, and context is the most hardware-
independent, but changeable.

The inheritance category is like human biometrics identi-
fiers. It includes information dependent on the device’s hard-
ware and unique for each device. An example of an identifier
of this type is a Physically Unclonable Functions (PUF) (more
details in Subsection V-F).

The association category uses relationships between devices
that are critical to their functioning. For example, if a wearable
needs a connection to a smartphone to communicate with the
Internet, the smartphone can be an identifier for the wearable.
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The knowledge category is similar to the “something you
know” for humans. However, the level of assurance is very
different. A human can memorize a password and does not
need to save it anywhere else. On the other hand, a device
needs a mechanism to store the password securely, which
implies risks.

Lastly, the context category uses loT-based sensing data
as identifiers. Context-aware computing connects much in-
formation found in the real world to the intelligence of the
environment. For example, sensor readings produced by GPS
sensors can be considered raw sensor data. Since we put the
data from the GPS sensors in such a way that it represents a
geographic location, we call it context information. However, it
is necessary to consider the quality of context, which depends
on the quality of the physical sensor, the context data, and
the quality of the delivery process. So, these identifiers can
have relatively less quality than others and introduce some
challenges, such as when a device has an owner and multiple
users or when the interactions with the devices change over
time. Both produce changes in the identifiers that make them
difficult to use [42].

Regardless of the identifiers used to authenticate a device,
there is no universal identifier for IoT devices, which is a
barrier to developing perfect IoT solutions. Although each
resource on the Internet has a unique domain name or a
public IP managed by international organizations, this does
not exist in IoT, as each manufacturer has its standards and
protocols. Therefore, in the short term, it is unlikely that a
universal solution to this problem will emerge [43]. However,
researchers are developing ways to authenticate and identify
IoT devices.

Most IoT systems use cryptographic-based entity authen-
tication, which means that device identifiers are used in
conjunction with cryptographic algorithms to enable identity
verification [44], [45].

An example of this type of authentication is Attribute-Based
Authentication schemes, in which device attributes are used to
generate a secret key in a public-key encryption scheme. Every
time the device needs to authenticate, it encrypts a challenge
sent by the server with its key. The server will then decrypt this
message using the expected attributes to reproduce the device
key, and if it can retrieve its challenge from the encrypted
message, the device will be authenticated [42].

There are also systems using other approaches. For example,
the use of private keys and Public Key Infrastructure (PKI)
certificate for each device [46], or adapted versions of IdM
systems to the IoT, mainly when it is necessary to authenticate
devices and users [47].

Beyond that, researchers are working on blockchain-based
solutions [13], [34]. These aim to create fault-tolerant IdMs,
enabling unique identifiers to promote interoperability among
different brands of devices [34].

As we stated earlier, most protocols rely on asymmetric
cryptography and assume the availability of secure storage,
which brings limitations for use in IoT. Asymmetric encryp-
tion is too heavy for low-end IoT processors, which makes
encryption operations slow and energy-intensive [19], [48].
On the other hand, almost all IoT devices do not have secure

storage available due to the inherent cost or expertise required
to implement these features [17]. Therefore, if we want to
continue to use solutions that rely on standard cryptographic
algorithms, IoT must be assisted by hardware components
that ease their execution and create the necessary security
conditions.

III. HARDWARE-BASED IOT IDENTITY CHALLENGES

Since the beginning of IoT, device identity has been pointed
out as an open research challenge [12], [49]. Assessing the re-
quirements stated in the Section II, we can highlight three main
research opportunities for identity management: Lightweight
Cryptography [7], [8], [12], [49], Object Identification [8],
[12], [41], [43], [49], and Secure Storage [43], [49], [50].

One of the limiting factors in IoT is its restricted re-
sources, which limits the implementation of identity and
authentication mechanisms. Several authors point out that
Lightweight Cryptography can solve this problem [7], [8],
[12] as lightweight cryptography is an encryption algorithm or
protocol designed with restricted devices in mind. This type of
solution is evaluated according to requirements such as energy
consumption, implementation size, RAM, and computational
power [51]. Lightweight cryptography does not necessarily
imply a trade-off in security efficiency. Some researchers try
to develop new approaches to cryptographic problems while
respecting device constraints, and others use known algorithms
and protocols and try to reduce them to meet the requirements
of constrained devices [51].

Before designing any security system, it is necessary to be
able to identify each device. An ideal identification solution
should reflect the device’s characteristics in its identification
process [12]. For example, following the idea that IoT devices
can connect to the Internet anytime and anywhere, the device
identity should reflect these properties [52]. Also, regard-
ing this issue, IoT promises that devices will communicate
seamlessly regardless of manufacturer. However, the lack of
standardization undermines this idea. Therefore, creating a
vendor-independent identifier is a priority to overcome this
problem.

Therefore, the challenge of Object Identification is being
addressed through two different approaches. First, researchers
and international organizations are trying to create a global
naming scheme that multiple manufacturers can use and be
able to identify a device, even when it is not connected
directly to the Internet (for example, a sensor that connects
to a gateway via Bluetooth ) [49], [52]. On the other hand,
researchers are exploring how we can define identity by
analyzing the necessary resources and available technologies.

For solving the object identification challenge, the need
for Secure Storage resources increases. As we stated pre-
viously in this section, many identities require the storage
of cryptographic keys, and independent of the method used,
the identity needs to be stored securely on the device. There-
fore, researchers are looking for ways to solve this problem,
from creating encrypted storage to dynamically generating
cryptographic keys using the intrinsic characteristics of the
device [25], [50].
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In summary, identity in IoT has two ways to overcome this
challenge, either by using existing IdM systems and mak-
ing devices capable of handling computationally demanding
cryptographic algorithms or by starting to employ new IdM
systems that exploit lightweight cryptography. Either way,
hardware can be part of the solution.

Any of the technologies presented in this work may be
used to support these research challenges. The relationship
between the two is further developed in the Section VI,
where we compare the different technologies and analyze their
advantages and disadvantages for each research challenge.

IV. HARDWARE-BASED IOT IDENTITY THREAT ANALYSIS

As stated earlier in this paper, [oT devices are more likely
to sustain physical attacks. This trend can be hampered by
developing devices resilient to this type of attack, which means
that the component and design of devices must be protected
from physical attacks.

A threat analysis is a process to identify the security
requirements for the component of each device. This analysis
is based on various characteristics, such as potential intruders,
attacks, and device assets.

Developing a detailed threat profile provides organizations
with a clear illustration of the threats they face and allows
them to implement a proactive incident management program
that focuses on the threat component of risk [53]. This threat
analysis starts with defining the context of the IoT environment
that will be assessed and will follow a threat profile that
includes information about critical assets, actors and threats
to evaluate the requirements for secure hardware-based IoT
identity management.

A. Context Environment

IoT devices have two major components: hardware and soft-
ware. Physical attacks target the device’s hardware. However,
a hardware attack will affect the device’s software due to the
relationship between hardware and software.

As with any computer, IoT hardware has a CPU that
provides computation capabilities, RAM to hold program
storage, Read Only Memory (ROM) to store the boot program
connected by a CPU bus, and multiple buses to hold pe-
ripherals, like persistent storage. However, unlike computers,
IoT devices include all these components on a single chip
called System On a Chip (SoC) [54], depending on the
system’s purpose. For example, it may have multiple WiFi
and Bluetooth radios or general-purpose buses like 12C and
SPI. Finally, but not least, an IoT device has its Printed
Circuit Board (PCB), which provides pads to solder different
components and offers a reliable electrical connection between
them.

IoT devices need firmware to function. Firmware is an
embedded-software in a piece of hardware. The first soft-
ware to run on a device is the bootloader. The bootloader
can be in the SoC, on an on-chip ROM - programmed
during production - or in external memory. The bootloader
is responsible for initializing the different components and
transferring the execution to the user image. Depending on

the device, the user image can be an embedded Operating
System (OS) or a bare-metal application [55]. If the user image
is an embedded OS, the operating system will manage the
different processes, events, and a hardware abstraction layer.
Besides, the embedded OS is also responsible for running the
applications. On the other hand, if a bare-metal application
is loaded, the application will need to handle and interact
with the hardware directly. The choice between an operating
system or a bare-metal application will depend on the device’s
capabilities.

Software and hardware depend on each other, and the
device will not function correctly if one of these parts is
faulty. If the software stack is compromised, it does not
mean the hardware was compromised. Contrariwise, hardware
attacks compromise software. Moreover, an existent Over-the-
air (OTA) update can always patch software vulnerabilities.
On the other hand, hardware vulnerabilities require a new
hardware revision to solve them, so there will be devices that
will never be fixed [56].

Hardware attacks require specialized knowledge and tools.
Therefore, devices that do not require high assurance do not
minimize these risks. Furthermore, security certifications that
address these threats do not assess whether the risks are fully
mitigated but assess whether the device has countermeasures
to disrupt and delay the attacker [57].

Any device’s components can be an entry point to com-
promise its identity. However, attacks on software will not
directly affect the device’s identity but rather the authentication
protocol or will require lateral movement and further exploits
to attack the device’s identity.

As this work focuses on identity assurance through hard-
ware, we will only consider identity threats related to hard-
ware, which means hardware attacks, and attacks that can be
mitigated by hardware. These threats will help us to define the
security features and capabilities of the components mentioned
in Section V. Moreover, during this analysis, we assume
the attacker has complete access to the physical device and
unlimited time to perform the attack.

B. Assets

In a threat analysis, an asset is something that has value to
the company and must be protected. For example, in the case
of a pay-TV network, there is a smart card with a decryption
key that will control access to the network. In this case,
this smart card is an asset as it is crucial to the company
revenue [58].

Our threat analysis does not have a specific product, so
we will only focus on the technical assets needed to achieve
identity and authentication. Any of our assets will require
confidentiality and integrity, which means the assets must be
kept hidden from attackers, and attackers must not be able to
modify them. We are not considering its availability because
we assume that the attacker has physical access to the device,
which means that for this type of attacker, making a service
unavailable is the same as disconnecting it from power.

As we stated at the beginning of Section II, identifiers must
support the identity of a IoT device. We have listed four
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identifiers: context, association, knowledge, and inheritance.
Context is a technique that allows identifying a device by
analyzing the way the device relates to other devices and the
environment that is associated with it. Regarding association,
it is to something that device can possess for one or two-factor
authentication, such as a hardware token. By contrast, knowl-
edge and inheritance rely solely on the device’s characteristics
to create an identity. The inheritance category uses hardware
characteristics to identify a device and the knowledge category
encompass the information that only the device knows, such as
an authentication token or cryptographic key. Therefore, these
last two identifiers are prone to be compromised by hardware
attacks.

For the inheritance identifier, the attacker may try to clone
the Integrated Circuit (IC) design to steal its identity. There-
fore, the confidentiality of the IC design must be protected.

On the other hand, attackers may also try to tamper with
the device to bypass security features, so the IC design must
protect its integrity.

In addition to the IC design, an attacker needs to have access
to the device’s firmware to clone it. Furthermore, the attacker
may reverse engineer the firmware to find software vulnera-
bilities that can compromise the authentication mechanisms.
Therefore, keeping the firmware confidential will difficult the
cloning process and the vulnerabilities discovery.

Regarding firmware integrity, the main security goal is to
make it impossible for unauthorized code to run on the device.
This can be developed into three attack vectors. The attacker
must not be able to change firmware when stored on persistent
storage. If persistent storage is compromised, the device must
not execute any instructions that could have been tampered
with. Finally, the attacker must not be able to induce temporary
changes in the execution of instructions.

Finally, knowledge identifiers, depending on the device, can
be authentication tokens, passwords, cryptographic keys, or
other information. During this work, we will refer to them as
identity data.

In the case of cryptographic keys, it is essential to highlight
that even if the system does not use them directly as an
identifier, they can be used internally to keep information
secure or authenticate data traffic. Therefore, the keys must
be protected regardless of their type. For public keys, the
goal is to maintain their integrity; for private keys, it is to
ensure their confidentiality. Public keys are used to verify
signatures and encrypt information. Therefore, if a public key
is changed, it can disrupt the signature verification process,
leading to various attacks, from Man-In-The-Middle (MITM)
to malicious updates of OTA. The private and asymmetric
keys are used to identify the device or decrypt important
information. Therefore, if an attacker compromises their con-
fidentiality, they could spoof the device’s identity or MITM
communications.

To conclude, devices must maintain three secure assets: CI
design, firmware and identity data to protect the device’s
identity and authentication capabilities.

C. Actors

Many techniques presented throughout this section require
expensive equipment, in-depth system knowledge, and exe-
cution time. Therefore, not all are within reach of all threat
actors. A threat actor is someone, either a person or a group,
who poses a threat [59]. Threat actors can be adapted accord-
ing to their capabilities and motivation. The capabilities of
threat actors are the combination of resources and knowledge
available to carry out an attack. The threat actor’s motivation is
the level of desire to perform some action and the expectations
(confidence) of success [60]. The threat actor’s motivation
level is related to the time it takes to succeed. A less motivated
attacker will quickly give up on the target if the device has
too many countermeasures that require time to circumvent.
IoT devices have five main threat actors: criminal enter-
prises, industrial competition, nation-states, ethical hackers,
and lay attackers [56]. Criminal enterprises are motivated by
the financial gain they can get from an attack. Typically,
these organizations look for vulnerabilities that enable solid
business cases. For example, Remote Code Execution (RCE)
vulnerabilities in IoT devices to increase the ability of botnets
to perform Distributed Denial of Service (DDoS) attacks. Due
to the nature of these organizations, the budget for these
attacks is high, but their criminal status limits the human
resources they can hire and the equipment they can buy.

Industrial competitors aim to collect information about a
competing device, which means they reverse engineer the
device. This attacker will employ skilled professionals and
have an ample budget to acquire all the resources needed to
carry out an attack.

Nation-states have motivations such as espionage, countert-
errorism, and sabotage. This group has all the necessary means
to carry out complex attacks, with the best and most significant
amount of professionals, tools, and time to plan attacks.

Lay attackers are usually individuals or small groups who
hack to extort money from companies or gain a reputation.
Typically, these groups have limited resources and expertise, so
they will look for another target if they find countermeasures.

Ethical hackers are driven by a curiosity about how a
system works or by the possibility of monetary reward. Unlike
lay attackers, they will not try to make money illegally but
through legal initiatives, such as bug bounties. They may have
the expertise to carry out complex attacks, but they have a
limited budget and time. At the same time, they can gain
access to more expensive equipment through universities and
hackerspaces. When compared to other attackers, they pose
a different kind of risk. Ethical hackers are not trying to
harm a company, but if not dealt with properly, they can
affect consumers’ trust in a company because if a vulnerability
of a known company is disclosed before it is resolved or
properly explained by the company, defamation can result, and
customers may no longer trust the company. The motivation
and capabilities of each attacker are summarized in Table I.
In this table, the attacker’s capability is analyzed using two
characteristics, knowledge and resources, classified as low,
moderate, and extensive.

The motivation was classified as low, high, and extreme,
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according to the perseverance level of each aggressor. These
characteristics directly impact the attacks that each attacker
can carry out.

Threat actors Capability Motivation
Knowledge | Resources
Cnmmgl Moderate Moderate High
enterprise
Indu suy Extensive Extensive High
competition
Nation-states Extensive Extensive Extreme
Ethlcal Moderate Moderate High
ackers
Layperson Low Low Low
attackers
TABLE I

SUMMARY OF THREAT ACTORS CHARACTERIZATION

D. Threats

Hardware attacks can be divided into two main categories,
non-invasive and invasive attacks, according to the physical
impact on the device. Non-invasive attacks do not require
any preparation of the device to be performed, which means
the attacker can access all required components without any
modification of the device and does not leave any tamper evi-
dence. By contrast, invasive attacks require the removal of the
chip package and target the components inside. Such attacks
require expensive tools, complex techniques, and operating at
a miniature scale. Many times these attacks also imply the
destruction of the chip.

In addition to these categories, some authors also proposed
an intermediary class between the non-invasive and invasive
attacks, called semi-invasive attacks [61], [62]. Semi-invasive
attacks are a subset of invasive attacks that imply the removal
of the chip package but do not require contact with its internal
lines, decreasing its complexity. For the simplicity of this
work, we will not distinguish these attacks from invasive
attacks.

Another way to organize the attacks is in terms of similar-
ities in the objective of the attack. This taxonomy originates
three main classes of attack [62]: reverse engineering, fault
injection, and side-channel attacks and eavesdropping, each
containing multiple attack techniques (Figure 1).

In addition to describing possible threats, during this
section, we will also present the countermeasures a device
can take to difficult their exploitation. These countermeasures
can either be in software or hardware. However, our main
focus will be hardware countermeasures.

Reverse engineering
Reverse engineering is analyzing a fully functional system and
developing a set of specifications describing the system [63].
In IoT, there are two susceptible targets to reverse engineering,
the actual hardware (components and PCB) and its firmware.
With these attacks, the attacker’s goal is to totally understand
the device’s inner workings, find vulnerabilities, or clone the
device.

The attacker employs the most invasive techniques to re-
verse engineer the device’s hardware. Decapsulation, depack-
aging and delayering are processes that use chemicals to

dissolve the chip package. With decapsulation, the attacker
partially dissolves the package keeping the chip functional. Al-
ternatively, depackaging completely removes the chip package
and makes it non operational. Depacking enables the attacker
to delayering the chip. PCBs and chips have different layers
with electrical circuits, so by delayering, the attacker will
polish off individual layers of the chip to better analyze them.
These techniques are used to allow the reverse engineering
of the device. Once a chip is exposed, an attacker can use
high-resolution images or Scan Electron Microscope (SEM)
to analyze it. Moreover, by applying delayering techniques,
an attacker can analyze multiple chip layers [64].

Both decapsulation and SEM can be hampered by active
metal shields [65] or a defensive PCB design pattern [66],
[67]. An active metal shield is a metal conductive layer in
the PCB that shields critical circuit elements. Depending on
the shield, it can be a simple conductive layer or a meander
of conductive lines with resistance sensors attached that will
detect tampering, from physically probing to decapsulation
attempts [65]-[68]. In terms of defensive PCB design, there
are multiple techniques that can be employed. For instance,
critical signals can be routed on deeper layers of the PCB
and overlapped by other electrical paths that their destruction
would disrupt the device’s operation [66], [67].

These techniques can also be applied to reverse engineer-
ing embedded memory to extract stored information. The
information stored on a masked ROM can be decoded, after
decapsulation, with an optical microscope. Moreover, it is also
possible to use techniques such as microprobing to monitor
buses to extract information or even bypass encrypted buses
by reverse engineering the chip design [69].

Micropobing is the act of attaching probes inside a chip
to measure (side-channel attacks and eavesdropping) or in-
ject voltage (voltage glitching) into an electrical line. This
technique expects a decapsulated chip, which means it is
an invasive technique and sometimes requires the creation
of probe pads with Focused Ion Beam (FIB) [56]. FIB is a
beam of ions that can either remove parts of a chip or deposit
material. With this technique, an attacker can cut or reroute
wires at a nanometer scale. As microprobing, FIB equipment
is expensive and requires special knowledge to be performed.
Despite its complexity, when successfully performed, it can
circumvent many hardware security measures, such as active
shields. FIB can be used to tamper with a chip or support
other attacks [56], [70]. Micropobing will always depend on
the success of the chip decapsulation. Moreover, a defensive
PCB design that makes accessing critical signals difficult can
hamper microprobing techniques.

For an attacker that is trying to reverse engineering
firmware, he first needs to obtain it from the device. An
attacker can leverage its access to the device’s hardware and
perform a PCB or logical attack.

The PCB interconnects the different components of the
device. So, to extract the firmware, the attacker can connect
directly to the persistent external storage with probes or
desolder the memory and then use a debug tool to read it. If the
attacker is able to read the firmware, he probably can write a
tampered version of the firmware in the device. Another option
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can be to analyze the different PCB connections and discover
possible features that electrical connections can unlock. SoCs
can often be booted with some security features disabled by
grounding or pulling up logical pins.

Logical attacks exploit logical interfaces to communicate
directly with the device’s firmware, bypassing all hardware
security features. Commonly, IoT devices have exposed logical
ports like Joint Test Action Group (JTAG), Serial Wire De-
bug (SWD) or Universal asynchronous Receiver/Transmitter
(UART), which allow direct interaction with the firmware or
even attaching a debugger. These ports can be disabled in
software, regardless, the majority of the times they are enabled.
If an attacker can communicate successfully with the JTAG or
SWD interface, it will be able to extract the firmware and
interact with its execution. If it is UART, depending on the
exposed software and device’s settings, it may require further
exploitation to obtain the device’s firmware.

After having access to the device firmware, the reverse
engineering process is similar to software. The process is the
same, but researchers need to know the device architecture
and how the firmware interacts with the hardware, which is
often overlooked in other forms of reverse engineering due to
the abstraction provided by operating systems.

Fault injection

Fault injection is an attack that induces processing errors in a
processor, forcing the processor to jump the execution of an
instruction or change the content of a register.

There are multiple ways to create these faults. The more
common ones are voltage glitching and electromagnetic and
optical disturbances ( also called laser glitching). These attacks
are non-invasive, with the exception of optical disturbances,
which are invasive attacks. They all have the same objective;
however, the attack vector changes.

Voltage glitching is when an attacker causes a fast change
in a device’s component to affect its operation. Usually,
this attack is executed against a power supply or a clock
signal. This attack does not imply any invasive process. It is
carried outside the component’s package without any physical
modification. This kind of attack aims to push the hardware
to induce an error in the software. A simple example of this
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type of attack is documented by Colin O’Flyn [71], which
with a paper clip, performed a power glitch to a Philips Hue
Bridge 2.0’s Electrically Erasable Programmable Read-Only
Memory (EEPROM) to interrupt the communication between
the memory module and processor. With this fault, he was able
to interact with the bootloader shell that is locked. However,
the majority of these attacks are more complex. For instance,
force the processor to jump the execution of an instruction.

Usually, voltage glitching is a non-invasive technique. How-
ever, it can also be performed at a nanometer scale by
attacking voltage lines inside a chip (microprobing). As we
stated before, this technique makes the attack invasive since it
requires decapsulation of the chip.

Electromagnetic disturbances are when an attacker generates
electromagnetic (EM) signals and directs them to cause faults.
This is possible because changes in a magnetic field near a
chip induce alterations in the voltage, which can temporarily
cause flips in the logical levels of a data line.

Optical disturbances leverage the fact that when a transistor
is illuminated with a photon intense light pulse, it conducts
current, which can be used to generate localized faults. This
attack requires decapsulation of the component and lasers to
emit light pulses.

Fault injection attacks jeopardize the code integrity of the
device by executing the code in an unintended way. These
attacks are momentary and not persistent by nature but can
be leveraged to produce persistent errors, for instance, by
attacking the storage interface [72]. Overall, fault injection
attacks require knowledgeable and highly motivated attackers
since these attacks need to be tuned by experimentation
according to the target hardware, which is time-consuming.
Moreover, electromagnetic and optical disturbances involve
high voltages and lasers, which can hurt the attacker if the
necessary safety measures are not taken.

Generally, devices can prevent this type of attack by apply-
ing software or hardware countermeasures. In terms of soft-
ware, there are multiple recommendations that developers may
follow. For instance, random delays can be added to the code
to deflect exploitation, or critical information may be checked
multiple times during execution (for instance, two copies of the
same information stored in different memory regions) to detect
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any exploitation attempt [73]. The duplication principle may
also be applied to hardware. For example, the device can have
the same function implemented in multiple places and compare
their output to detect tampering attempts. Nevertheless, this
type of approach is expensive [68].

Besides these general countermeasures, there are also
specific techniques for each threat. Devices may have
voltage sensors or monitor the clock signal to detect
voltage glitching attacks [74], [75]. Power or clock lines
are scattered throughout the PCB. Therefore, any attack
attempt will propagate over these lines, making the attack
easily detectable. On the other hand electromagnetic attacks
are localized, which makes them difficult to detect [76].
EM sensors may be used to detect electromagnetic fault
injections [75], [77]. However, their placement must be
properly analyzed due to their limited range. On the other
hand, electromagnetic fault injections can be avoided by
using an active metal shield that protects the SoC from
electromagnetic waves and optical disturbances [68], [78].

Side-channel attacks
Side-channel attacks are non-invasive attacks that aim to
extract secrets from a system by measuring and analyzing
physical parameters like time, power or electromagnetic emis-
sions [79]. The majority of these attacks require the plaintext
and correspondent ciphertext to be known by the attackers.
Timing attacks exploit data-dependent execution time differ-
ences to uncover secret data [79]. For example, in a password
check, if a system compares the password inserted by an
attacker with the correct password character by character, an
attacker could measure the time it takes from the password
being inserted to the feedback received. With these measure-
ments, an attacker could reduce the effort of a brute-force
attack by brute-forcing each password character thanks to
the different execution times depending on each number of
correct characters in his input. Depending on the target, this
attack could be performed by timing responses on its software
interface [80] or measuring CPU cycles [81]. The developer
must mitigate this threat at the software level by ensuring the
same response time independently of the input correctness.
The power consumption of a processor depends on its
current activity, mainly when there are changes in the state
of its components. A precise measurement of the power con-
sumption allows an attacker to identify the current instruction
and estimate changes of bits in memory [61]. Many power
analysis techniques can be used to attack cryptographic sys-
tems. However, the two primary techniques are Simple Power
Analysis (SPA) and Differential Power Analysis (DPA) [61].
SPA relies on the direct observation of power consump-
tion and requires the attacker’s specific knowledge about the
cryptographic algorithm implementation to succeed. DPA is
a technique that does not require this previous knowledge. It
leverages statistical analysis to extract information from a data
set of power traces [82]. Despite not requiring too expensive
equipment, power analysis requires a skilled attacker.
An example of an attack using this technique was when a
group of researchers extracted the cryptographic keys used to
encrypt and verify firmware updates of a smart bulb through

power analysis, which enabled attackers to upload a malicious
OTA update [83].

To prevent these attacks, boards may use voltage regulators
to keep their power consumption steady independently of
the operations that are running. Nevertheless, attackers may
bypass this by probing inside the chip (microprobing) [75].
This process would require decapsulation.

Integrated circuits in operation emit electromagnetic waves.
The principle behind electromagnetic analysis is very similar
to power analysis. It is possible to identify events by analyzing
the electromagnetic signals around a device with electromag-
netic probes. Furthermore, in the case of electromagnetic
analysis, we can also identify the location of a specific activity
by locating the source of that radiation, which is not possible
in power analysis. Finally, similar to power analysis, there
are multiple techniques to analyze these measures. The main
ones are Simple Electromagnetic Analysis and Differential
Electromagnetic Analysis, which are similar to their power
analysis counterparts [79].

Optical emission analysis studies emitted photons by tran-
sistors that change state. Once again, there are two main
techniques, simple and differential analysis [84], which can be
used to retrieve cryptographic keys. Additionally, optical emis-
sion analysis allows attackers to locate the emission source of
this photon, which means it can support reverse engineering
efforts. Finally, these attacks require direct observation of the
different components of the chip. Therefore the chip needs to
be decapsulated. Moreover, these attacks require custom build
tools to be performed, increasing the knowledge required to
execute this kind of attack [56], [85].

A possible mitigation for electromagnetic and optical emis-
sion analysis is to use an active metal shield to protect critical
components. In the previous subsection, we explained that
these shields hinder EM and optical injections. Additionally,
this type of shield prevents emissions generated inside the
package from propagating to the outside, thus, preventing
leakages [68], [86].

Similar to injections, some software measures, such as ran-
dom delays during execution, can be implemented to decrease
the risk of successful side-channel attacks [73].

Side-channel attacks mainly affect the confidentiality of
identity data. The actors that perform these attacks have
extensive knowledge of statistical analysis and the target’s
cryptographic implementations. Regarding resources, both
time, power, and electromagnetic emission analysis require the
same equipment, an oscilloscope, and the necessary probes.
By contrast, optical emission analysis requires specialized
equipment and decapsulation of the chip.

Eavesdropping

Depending on the device’s design, an attacker could eaves-
drop on information from the buses connecting the different
device’s components. This technique could be invasive or
non-invasive, depending on the attack scale and if the buses
are exposed or not. In a non-invasive form, this attack only
requires a logic analyzer, which is not expensive depending on
the number of probes. If an invasive approach is required, an
attacker must use microprobing [87]. Either way, the attacker
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needs to be able to reverse engineering the signals and convert
them to meaningful information.

The simpler forms of this attack can be prevented by a
defensive PCB design, which means critical signals should not
be routed on the top or bottom layer of the PCB. This way, the
attacker is forced to be invasive and perform more complex
techniques such as decapsulation and microprobing to reach
the same goal, eavesdropping on a signal. Nevertheless, if the
signal is critical to the device, the designer should evaluate its
encryption [67].

E. Summary

Multiple attacks based on hardware can compromise the de-
vice’s identity and authentication capabilities. Throughout this
section, we analyzed the different security objectives to keep
the IoT identity and authentication secure. At the same time,
we listed the attacks that may be used to compromise these
devices and detailed their requirements regarding knowledge
and resources. These facts have a direct repercussion in which
attack a specific threat actor may employ.

Table II summarizes the different attacks by mapping the
requirements needed by the attacker to be successfully. Also,
it identifies the compromised assets and outlines the hardware
countermeasures. In this table, we included microprobing and
FIB as they can be applied to multiple attacks and will impact
its requirements.

During Section V, we will use the countermeasures iden-
tified in this section to assess the level of security of each
technology against hardware attacks.

V. HARDWARE TRUST ANCHORS TECHNOLOGIES

We have identified six technologies that can be used as
building blocks to overcome today’s open research challenges
IoT, True Random Number Generator (TRNG)s, ROMs,
crypto accelerators, secure elements, TEEs, and PUFs. For
each technology, we look at its advantages and disadvantages
for supporting device identity, the existing security attacks and
countermeasures that are typically implemented, and finally,
the systems where they have already been used to support
device identity.

Before analyzing each one, we must reflect on their nature
and how they relate. We can differentiate two distinct groups
in these technologies: basic and composite building blocks.

Base blocks provide elementary resources, and composite
blocks provide multiple resources, which means they can be
broken down into smaller building blocks. For example, a
TRNG is a base block as it only provides random numbers. On
the other hand, a secure element is a composite building block
because it provides various features such as cryptographic
operations and random number generation, which are provided
by base blocks, namely a cryptographic coprocessor and
TRNG.

A. True Random Number Generator

Encryption is the foundation of identity and authentication
solutions. These systems rely on unpredictable and unre-
producible key streams to generate cryptographic keys and

produce authentication challenges, among other things. There
are two random number generators types: True Random Num-
ber Generator (TRNG) and Pseudorandom Number Gnerator
(PRNG). However, for cryptographic operations, PRNGs are
not recommended because of their lack of entropy [88].

TRNG is a random number generator that can generate ran-
dom numbers, without any periodicity, from physical sources.
The TRNGs are distinguished from the PRNGs, used in
most systems, by the quality of the generated numbers. A
PRNG uses algorithms to generate a sequence of numbers
that depends on the initial seed given to the algorithm. The
numerical sequence of a PRNG is deterministic, which means
that an attacker can calculate the PRNG sequence if the seed
is known. Therefore, the seed must be random.

On IoT devices, seed generation have limited entropy
sources, and attackers can have physical access to the device,
allowing them to disrupt these sources. Therefore, TRNG can
be used to overcome these problems by extracting entropy
from the device environment, such as electronic noise [19].
Examples of these electronic noises are the variations of
signals generated by electronic oscillators, which can be
sampled, filtered for possible interference and quantified as
digital bits [89]. However, this construction requires several
oscillators to produce a high quality number [88], which
increases production cost and energy consumption [19].

Electronic noise can suffer external interference, affecting
the quality of the generated numbers. Therefore, researchers
have been using quantum theory to support new TRNG
constructs to solve these problems. In quantum mechanics,
each choice is random and independent of the other. Based on
this, researchers have been using light pulses and analyzing
each photon’s choice or using the time between an element’s
radioactive decay to create TRNGs [90].

1) Security attacks and countermeasures:

TRNGs, as a component, is normally embedded in a device.
Therefore, it does not include security countermeasures and
delegates them to the device. Depending on the type of
TRNG, some attacks leverage the environment bias of these
components to generate weak numbers. For instance, Ring
Oscilator (RO)s based TRNGs can be biased with EM fault
injections [90], at the same time, attackers can perform EM
side-channel analysis to retrieve information about its internal
state [91].

2) Advantages and disadvantages for identity assurance:

IoT suffers from a lack of available entropy. Therefore
TRNGs can be the solution to provide high entropy numbers
in an IoT platform.

On the other hand, TRNGs have several disadvantages. They
increase the cost of the device and its power consumption.
Moreover, common TRNGs that do not use quantum physics
are susceptible to environmental biases, which means threat
actors with physical access to the device can take advantage
of this fact and attack the generated numbers.

3) Implementations:

TRNGs are included as a base component of other more
complex. For instance, any identity system that uses a Trusted
Platform Module (TPM) or Secure Element (SE) will inher-
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Identity assets Required capabilities
Threats Identity data Firmware IC design Knowledge | Resources | Motivation Hardware Countermeasure
Confidentiality | Integrity | Confidentiality | Integrity | Confidentiality | Integrity ; )
Voltage glitching No No No Yes No No Moderate Low High : \Ckl]cl):;;éii;enr;o;:nsors
- Multiple voltage sensors
EM disturbances No No No Yes No No Moderate Moderate High - Active metal shield
- EM sensor
Optical disturbances No No No Yes No No Extensive Extensive High - Active metal shield
Timing attacks No Yes No Yes No No Moderate Low High
Power analysis Yes No No No No No Moderate Low High - Voltage monitoring
EM emissions analysis Yes No No No No No Moderate Low High - Active metal shield
Optical emission analysis Yes No No No No No Extensive Extensive High - Active metal shield
SEM No No No No Yes No Extensive | Extensive High i SZ;‘EV:Si“‘/‘:‘EICg“i‘;gH
Decapsulation No No No No Yes Yes Extensive Extensive High : gz;le‘,;sir\?:tglcglg::ign
Depackaging No No No No Yes Yes Extensive Extensive High - Defensive PCB design
Delaying No No No No Yes Yes Extensive Extensive High - Defensive PCB design
PCB level attacks Yes Yes Yes Yes No No Low Low Low
Logical interface attacks Yes Yes Yes Yes No No Low Low Low
Eavesdropping Yes Yes Yes Yes No No Moderate Low Low - Defensive PCB design
Microprobing N.A. N.A. N.A. N.A. N.A. N.A. Extensive Extensive High - Defensive PCB design
FIB N.A. N.A. N.A. N.A. N.A. N.A Extensive Extensive High
TABLE I

RELATION BETWEEN THREATS, ASSETS AND REQUIRED CAPABILITIES

ently use a TRNG since TRNGs are fundamental part of these
components.

An example of the explicitly use of TRNGs in identity
systems is the work of Yang Su et al., in which a decen-
tralized machine identifier for electric vehicles was developed
employing a TRNG module for the generation of the vehicle
identification [92].

B. Masked ROM and OTP memories

Non-Volatile Memory (NVM) is a type of memory used
in devices to store information persistently. There are multi-
ple families of NVM which differentiate themselves by the
employed technology and the number of times they can be
rewritten. Among the different types, the ones that only allow
a single write operation may be used in a system to support
security operations. For instance, it can be used to implement
a Root-Of-Trust (RoT) or store public keys [93].

There are four types of one-time writable memories, masked
ROMs, floating-gate One-Time-Programmable (OTP)s, fuses
OTPs, and anti-fuses OTPs. These last three are called OTP
memories because they can be programmed in the field,
offering more flexibility than a masked ROM, which can only
be set during fabrication [94].

Masked ROMs have the information hardwired in the chip
design, which means the data to store needs to be known
before the production of the component since its electrical
connections are rearranged to represent the information that
needs to be stored. The significant advantage of this type of
memory is its low production cost when a large amount of
memories storing the same information is required. At the
same time this is a disadvantage for small deployments [93],
[95].

Floating-gate memory is a type of memory that leverages
floating-gate transistors to store information, allowing them to
be reprogrammed and erasable in the field [96].

Floating-gate memories can be erased by exposing them to
a source of Ultraviolet (UV) radiation. This is possible since
the packages of these memories have a quartz window that

can be uncovered to irradiate the floating-gates [93]. Floating-
gate OTPs follow the same working principle of floating-gate
memories but have the floating-gates shielded to ensure they
are not reset by radiation.

Eletric-Fuse (eFuse) OTP memory is constructed with a set
of fuses that are blown to represent data. This operation is
done by applying a high voltage to the fuse, which can be
done in the field [97]. The working principle behind an eFuse
is electromigration, the process by which material is gradually
transported in a conductor. eFuses are constituted by conduc-
tive metal lines that, when exposed to high voltages, resistance
increases and makes the circuit open due to electromigra-
tion [98]. However, in terms of data retention, electromigration
introduces disadvantages. eFuses are susceptible to re-growth
issues, where metal lines unintentionally connect, changing the
stored data [99].

Anti-fuse OTP memory is similar to the Fuse OTP but
uses an anti-fuse on its construction. An anti-fuse is an
electronic component that, when unaltered, does not conduct
electrical current, but after being exposed to a high voltage, it
becomes conductive. This change is used to store information
permanently in memory [97].

1) Security attacks and countermeasures:

The main objective of read-only memories is to make
data unchangeable. With the exception of floating gate OTPs,
there are no known attacks to this part. As we stated before,
since floating gate OTPs are based on floating-gate memories,
attackers may try to bypass its shield and expose it to UV
radiation to be able to write it again [100]. eFuses suffer from
the re-growth issues, but we have not found any literature
exploiting this fact to create an attack to compromise the OTP.

On the other hand, since these memories have information
that can be interesting to an attacker, it is essential to assess
how easy it is to retrieve the stored information. The presented
memories have very similar protection levels. To retrieve the
information, an attacker must depackage and delaying the chip
and then use an high-resolution optical microscope to read
its information manually [69], [100]-[102]. Another option is
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to use an SEM to retrieve the information. However, this is
not possible on anti-fuse OTPs [98]. All these techniques are
invasive, requiring expensive equipment and manual work to
retrieve the memory data.

To mitigate these risks, device designers employ active
shields protecting the memories that will erase their content
or damage the device if any tampering attempt is detected.
Nevertheless, if not backed up by batteries, this kind of
protection will only work if the device is power-on. Therefore
it will not stop offline attacks.

2) Advantages and disadvantages for identity assurance:

Masked ROM and OTP memories are cheap options to store
information that can only be read. Despite that, they also
have several security risks which cannot be ignored for high
assurance deployments. An attacker with physical access to the
device can replace these with similar ones but with different
content since devices do not have mechanisms to ensure the
integrity of the memory itself. Moreover, for each memory
type, specific attacks can be leveraged to change the content
of these memories [101], [103]. Therefore, masked ROM and
OTP memories bring advantages for systems that require a
low-security assurance level. However, if these components
are used for other assurance levels, their security risks need
to be mitigated.

3) Implementations:

Masked ROM and OTP memories are used as building
pieces for more complex systems. The most common use of
these memories is to provide a RoT, which is why they are
included in most SEs (Subsection V-D) [104]. More recently,
researchers have been using these components as RoT in
the Arm Trust Zone system (Subsection V-E) as they do
not provide a default secure way to store information [105].
Another use for these memories is to enable and disable
features in a device. For instance, many SoCs use fuses to
disable debug capabilities, such as a JTAG or UART port [17].

C. Crypto accelerators

Crypto accelerators offer a high throughput in cryptographic
operations. These components may or may not include coun-
termeasures against known attacks and are mentioned in the
literature with multiple names, such as a custom processor and
crypto array [106]. We will follow the Bossuet et al. [106]
taxonomy and present four types of components: General
Purpose Processor (GPP)s with crypto acceleration, hardware
crypto coprocessors, crypto processors, and crypto arrays.

GPPs with crypto acceleration are Central Processing Unit
(CPU)s that have dedicated instructions for cryptographic
operations. These specialized instruction sets allow programs
to take advantage of dedicated hardware for cryptographic
operations, which is faster than running these operations on
a general-purpose hardware. However, this type of solution
does not offer any other feature, which means it depends on
the GPP for secure storage and preventing hardware attacks.

The crypto acceleration in these GPPs is usually imple-
mented using specialized Arithmetic Logic Units inside the
GPP to provide a low overhead connection to the GPP using
internal buses.

Examples of GPPs with crypto acceleration are the Intel
CPUs with the AES-NI instruction set [107] and ARM CPUs
with the ARMv8 Cryptography Extension [108].

Hardware crypto coprocessors are a logic devices or hard-
ware modules dedicated to executing cryptographic operations.
These coprocessors cannot be programmed are entirely depen-
dent on a processor to operate, to the point of not having any
storage to store secrets. However, these components are more
flexible than GPPs with crypto acceleration, enabling reconfig-
uration of the algorithms, since they are typically implemented
on top of Field-Programmable Gate Array (FPGA)s [106].

A crypto processor is an independent processor that is spe-
cialized in cryptographic operations. In contrast to GPPs, these
processors protect their secret keys. The keys are typically
generated inside the processor, stored in a dedicated memory,
and transported in a dedicated bus. All these measures are
implemented to ensure that the system can only interact with
the key by performing a cipher or decipher operation [106],
[109]. Nevertheless, countermeasures against more intrusive
attacks will vary according to the mode.

An example of a crypto processor that can be found in the
majority of the computers is the TPM.

Hardware TPMs are secure crypto processors that im-
plement a specification that the Trusted Computing Group
(TCG) created to establish trust in a computation system.
Namely, hardware TPMs must have the appropriate hardware
protections to provide three RoTs, storage, measurement, and
reporting [110], [111].

TPMs have registers to store measurements of each soft-
ware that runs during the boot process of a system. These
measurements provide a chain of trust, allowing detection of
any tampering attempt of the boot process. In addition to that,
they have a set of asymmetric key pairs which can be used
for encryption and signing [110]

These two features allow the production of signed reports
of the system’s software configuration and, at the same time,
decipher data only when the system matches a specific state,
which is the base for Trusted Computing.

TPMs offer a secure random number generator and cryp-
tographic engines according to their version. For instance,
the most recent version, 2.0, offers RSA, ECC and AES
cryptography engines. All these features are backed up by
tampering-resistant hardware. [112]

Finally, a crypto array is a crypto accelerator where we
have multiple cryptographic processing elements that work
together with a GPP to provide a fast parallel computation
of cryptographic algorithms. The primary use of these com-
ponents is VPNs, which require handling multiple ciphered
connections simultaneously [106]. Therefore, they are neither
directed nor used in IoT since they do not need to handle
multiple connections simultaneously.

1) Security attacks and countermeasures:

Generally, crypto accelerators do not offer security counter-
measures to prevent hardware attacks, since they are included
in more complex systems. Thus, this group of components has
been targeted by multiple attacks. For example, it is known
that Intel AES-NI is vulnerable to voltage glitching [113] and
side-channel attacks [114]. An example of an attack against



JOURNAL OF KX CLASS FILES, VOL. 14, NO. 8, AUGUST 2021

crypto coprocessors is the power fault injection attack against
the coprocessor presented in the PlayStation Vita [115].

Regardless, some of these components may offer security
features. For instance, usually, TPMs use the same processors
of SEs. Therefore they inherit features like active metal shields
and voltage monitors.

Despite this, it is important to remember that the level of
protection of TPMs will vary. By definition of the TCG, TPMs
need to be certified with Common Criteria Evaluation Level 4,
which means the component is methodically designed, tested,
and reviewed against the TCG security profile [116]. The TCG
security profile defines that TPMs must be protected against
physical hacking attempts. In addition to the Common Criteria,
TPMs are certified with the FIPS 140-3 certification [117].
This certification has multiple assurance levels. Level 1 of
this certification does not require any specific physical security
mechanism and level 2 requires that the component shows evi-
dence of any tampering attempt on the plaintext cryptographic
keys and critical security parameters. Mechanisms to detect
and respond to physical attacks are only enforced in level 3
of the certification [117]. Typically, TPMs are certified with
level 1 or 2, which means that TPM designers do not need to
have protections against invasive attacks but instead need to
make the component tamper evident.

2) Advantages and disadvantages for identity assurance:

One of the limitations of implementing security features in
IoT devices is that we have a limited development budget and
minimal hardware in terms of computation capabilities. There-
fore, crypto accelerators can be the solution when devices do
not have the capability to run cryptographic algorithms.

GPPs with crypto acceleration are the cheapest and easiest
way to include crypto acceleration in an IoT device since
it is not a separated component but instead embedded in
the device’s main CPU of the device. To benefit from these
capabilities, developers only need to ensure that their operat-
ing system and cryptographic libraries use these specialized
instruction sets [17]. Thus, making it easy to integrate at the
software level with the rest of the system.

Another way, but requiring more adaptation, is to use crypto
processors. These components are independent components
that must be added to the device and connected to a general-
purpose bus. At the software level, these components typically
provide a software stack that can be used to leverage their
capabilities.

Finally, cryptographic coprocessors are the one that brings
more disadvantages. It requires low-level integration with
access to GPP’s internal buses. However, it has the advantage
of being reconfigurable if needed.

3) Implementations:

GPPs with crypto acceleration are common in commercial
processors. As we stated before, AES-NI and ARMv8 Cryp-
tography Extension are examples of this. Thus, there are many
IoT identity systems that, intended or not, already leverage this
extension to accelerate their operations.

Crypto-coprocessors and crypto processors are used to ac-
celerate cryptographic operations when limited controllers are
used. For example, Pearson et al. used a microchip crypto-
graphic coprocessor to accelerate authentication and encryp-

tion operations with the cloud. As a bonus, this coprocessor
also offers storage for cryptographic keys, which was used
to store the authentication keys [118]. Another example is the
use of TPMs. Due to its widespread, multiple solutions include
this technology as a way to attest its boot and store its device’s
cryptographic keys [119]-[121]

D. Secure elements

A Secure Element (SE) is a tamper-resistant component
that offers a set of security primitives, such as managing
secrets or running applications securely [122]. This type of
component cannot be easily forged or copied and has a unique
identifier [123].

The concept of SEs was introduced by the GlobalPlatform,
an initiative of different industry stakeholders to create spec-
ifications and standardization for secure components [122].
These components are also commonly called smart cards. In
this work, we will use these two nomenclatures interchange-
ably.

There are three main form factors for SEs: Universal Inte-
grated Circuit Card (UICC), which can be found in credit cards
and sim cards, in a microSD form factor, and an embedded
chip in the device, the so-called embedded Secure Element
(eSE) [124].

A SE is a SoC with an independent CPU, RAM, EEPROM,
and ROM in a small form factor. For reference, inexpensive
smart cards have 12 to 144 kilobytes of EEPROM storage, 6
kilobytes of RAM, and 200 kilobytes of ROM [125]. More-
over, current smart cards have different interfaces to interact
with the world. Initially, they used serial communication, but
nowadays, with the proliferation of smartphones is common
to find smart cards with Near-Field Communication(NFC) or
even Bluetooth interfaces [126].

However, SEs differ from common embedded systems as
they have multiple layers of defense. For instance. an attacker
trying to decapping the SE’s package would find an active
current-carrying layer, that in the case of being break would
destroy the information carried by the card [104]. To mitigate
probing attacks, SE employs ciphered bused between the
different components, and many times the, PCB paths are
scrambled to difficult any attempt of reverse engineering [127].

SEs are susceptible to Side Channel and Fault Injection
attacks. The preferred attack vector is power analysis, for side
channel attacks in SEs is power analysis [128].

Usually, SEs mitigate these attacks in software, designing
cryptographic algorithms that have constant execution time
or introducing random delays in execution (for instance, in a
stream of bytes when XORed with a key, the operation is not
performed in a sequential order but in a random order) [104].
On the other hand, fault injection attacks can be mitigated
by detecting or hampering the attacks. SEs employ sensors to
detect fault conditions, like unusual events in the voltage or
clock supplied to the card. In addition to these, they can also
implement some software measures. Checksums prevent in-
duced changes in memory. Random delays can hinder attacks,
and execution or variable redundancy, where we have multiple
copies of the same information in multiple places, can be used
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to detect tamper attempts. Each SE’s manufacturer employs
the measures he considers necessary to achieve the required
assurance level.

In the past, as SEs were mainly used for a single application,
the application and operating system were developed together
and stored in ROM. However, this approach makes the de-
velopment difficult since developers need specific knowledge
about the smart card intrinsics. At the same time, the final
product would be dependent on the specific smart card model
and could not receive updates because it was stored on
ROM. Nowadays, smart cards deploy the operating system and
the applications independently to overcome these limitations.
Smart card operating systems are minimal, provide hardware
abstraction to applications, and are typically deployed in ROM,
which means they cannot be changed after production. On
the other hand, applications use the Application Program-
ming Interface (API)s provided by the operating system and
are stored in Electrically-Erasable Programmable Read-Only
Memory (EERPOM), which means they can be changed over
time. Moreover, many smart card operating systems support
virtualization, enabling the deployment of multiple applica-
tions in the same smart card independently [129].

The GlobalPlatform standards have contributed significantly
to creating multi-application smart cards, promoting security
and inter-operability independently of the operating system.
From the wide range of standards, it is important to highlight
the GlobalPlatform Card Specification. This specification de-
fines a set of logical components that enable secure multi-
application smart cards and the different procedures and APIs
to manage and install applications in the card. Moreover, the
GlobalPlatform Card Specification details how we can manage
the communication from the outside world to a specific
application in multi-application environments [129].

Smart card models offer a set of security primitives backed
up by specialized hardware coprocessors. Normally, this list
includes asymmetric and symmetric cryptographic algorithms,
hash functions, and a true random number generator. The list
of available algorithms will vary depending on the smart card
model [104].

1) Security attacks and countermeasures: Even though SEs
have limited computing power and memory capacity, their
security requirements are high. SE’s threat model expects the
information stored inside the card is kept secure even if the
attacker has unlimited access. Thus, smart cards employ all
the countermeasures we presented in Subsection IV-D.

SEs use multiple anomaly sensors to detect unintended
execution conditions such as temperature, voltage, clock, and
electromagnetic variations. If an unusual condition is detected,
the SE will react to it. Depending on the devices and the sensor
in question, the device can automatically reset itself or halt its
execution until the working condition are regularized [104].

Over the years, multiple side-channel attacks have been reg-
istered against smart cards. Because of this, SE’s software is
designed with multiple lines of defense to prevent information
leakages, such as constant execution time for cryptographic
operations, memory masking when critical information is
present in memory, and a randomize manipulation of data
given by the user. In addition to software countermeasures, SE

also have active metal shields that hinder some side-channel
attacks, as explained in Subsection IV-D [104].

In addition to these measures, smart cards are designed
to discourage reverse engineering. Critical parts of the SE
internal design are randomized, and the active metal shield
also hamper invasive attacks or SEM [104].

The security features of SEs are guaranteed by two certifica-
tions, the Common Criteria and FIPS 140-3 [117]. Normally,
SEs are certified with the assurance level 6 of the Common
Criteria, which implies a semiformally verified and tested
design with a security profile created for this purpose [130],
and level 3 of the FIPS 140-3, which enforces tampering
protection and response to attacks [117].

2) Advantages and disadvantages for identity assurance:

Including SEs in IoT devices enables very constrained
devices to overcome their hardware limitations to perform
security operations. SE offers high-security assurance with low
energy consumption. Moreover, depending on the application,
there are different types of smart cards. In a more complex
setup, a device can leverage multiple application cards, to have
various applications inside the SE. In simpler systems, smart
cards that only offer a limited set of features can be used.

No matter the choice, smart cards are not expensive. Mul-
tiple application cards are sold for two dollars at the time of
this writing.

On the other hand, depending on the system design, the
device may need to store a PIN to unlock smart card func-
tionalities. Therefore, in a production system, using a SE
will require other security mechanisms to solve this problem.
Moreover, even with different form factors, adding a SE means
adding another component, increasing the device’s size and
complexity. Finally, if a SE application needs to be created,
the development team will need to get familiarized with a new
technology and development Kkit.

3) Implementations:

SEs have been used by multiple researchers and solutions to
securely store a cryptographic key that identifies devices and
offload cryptographic operations [131]-[133]. For instance,
in academia, Jeon et al. [132] proposed SEs in LoRaWAN
nodes to prevent leaks of communication keys used in the
LoRaWAN protocol. At the same time, in the industry, for
example, Bosch security cameras use SE to store cryptographic
keys and handle updates securely [133].

Other researcher have leveraged the fact that some SEs
have Near Field Communication (NFC) interfaces to develop
solutions that support remote identification and local identifi-
cation [134], [135]. An operator can physically identify the
device using a smartphone with NFC, mitigating problems
related to labels that could be tampered with or even eaves-
dropped on by an attacker [135].

The use of SEs in military Unmanned Aerial Vehicle
(UAV)s has also been studied. Any information stored in a
military UAV must be kept secure, even if the enemy captures
the UAV. With the current development of autonomous UAV
fleets, researchers have proposed the inclusion of a SE in each
drone from the fleet and use it to store any information that
would compromise its mission or the rest of the fleet [136].
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E. Trusted Execution Environment

A Trusted Execution Environment (TEE) is a set of software
and hardware that provides isolated execution and storage
environments from the main operating system. Its primary
objective is to assure information security and privacy even
if the device is compromised [137].

A fundamental concept in TEEs is the Trusted Computing
Base (TCB), which is the set of software and hardware
components that are explicitly trusted to ensure the security
properties expected from a TEE [138], which means the
TCB is the RoT of these platforms. The TCB defines two
environments, TEE and Rich Execution Environment (REE).
The TEE is the execution environment provided by the
TCB, and REE is the execution environment provided by the
untrusted components [123].

There are five security features that TEEs must implement:
isolated execution, secure storage, remote attestation, secure
provisioning, and trusted path [138].

Isolated execution allows applications to run in complete
isolation from other code, which means they have their own
address space and system resources. This can be implemented
in multiple ways, from isolation at the OS, using a hypervisor
or a parallel environment with separated components.

Secure storage provides confidentiality and integrity to the
data, even when the device is powered off. Once again,
depending on the assurance level required, the isolation can be
assured by the OS. However if the OS is compromised, this
isolation is not guaranteed. Therefore, strong constructions of
secure storage use a separate component that ensures access
control independently of the OS. Due to the small amount of
storage available in the RoT, it usually stores cryptographic
keys that are then used to decipher the rest of the data. With
this, as the data is encrypted, it can be stored in an untrusted
storage. Nevertheless, with this kind of solution, it is critical
to prevent the rollback of data to a previous version.

Remote attestation allows the remote verification of the
message origin. At the same time, it attests that the TEE loaded
correctly. This means that remote attestation will only attest if
the TEE’s firmware is correctly loaded. Hence protecting the
device against persistent treats but does not defend against a
run-time compromise or does not inform if the device is not
working properly.

Secure provisioning is the capability of sending data to a
specific TEE, maintaining secrecy and integrity in the com-
munication. This mechanism is normally used to offer secure
updates or change settings in the device, leveraging remote
attestation and cryptographic keys unique to each device.

Finally, trusted path enables secure access to physical pe-
ripherals. For instance, if an application running inside a TEE
requires access to a keyboard for user interaction, it must be
impossible to interfere in the connection between the TEE and
keyboard in any way, including any attempt of eavesdropping
the connection.

Similar to SEs, the GlobalPlatform initiative has a crucial
role in establishing TEE standards. They propose TEE’s archi-
tectures, define APIs to communicate from REE’s applications
with applications running inside the TEE and promote the
development of TEE applications that can run independently

of the underlying TEE implementation [123]. Finally, they also
introduced the concept of Trusted User Interface API. As we
mentioned before, TEE’s applications often require user input,
and that is why trusted paths are included in the architecture
of a TEE. The GlobalPlatform tries to evade this problem by
promoting an input/output peripheral inside the TCB [139].

GlobalPlatform TEE System Architecture specifica-
tion [137] proposes three different architectures: a scheme
with shared memory with the REE and an isolated component
inside the SoC where the TEE operates; an architecture
where all resources are shared with the REE but there is an
isolation level between the two environments; an architecture
where an External Security SoC is introduced in the device
and communicates with the main SoC to provide the TEE
capabilities.

1) Hardware-based TEE enabling technologies:

TEE is a general concept. Thus, there are multiple im-
plementations, each one with its caveats and approaches.
This subsection analyzes two TEE-enabling technologies,
ARM TrustZone [140] and Intel Software Guard Extensions
(SGX) [141], which were chosen due to their availability in
the market and openness to third-party development.

However, it is essential to highlight that at the time
of writing, the version of the Intel SGX detailed here is
deprecated in consumer-grade CPUs. Only server-grade CPUs
will continue to support it [142]. Moreover, there are rumours
of a new version of Intel SGX, but details are scarce, and its
future is uncertain [143].

ARM TrustZone

ARM TrustZone [140] is a set of hardware security exten-
sions in a wide range of Arm processors, from the cheaper and
less capable processors to the expensive ones. This technology
allows an application to run either in a secure state (TEE) or
a non-secure state(REE). The processor executes exclusively
in one of these states at a given time. The underlying system
assures a secure context switch between the two states and
controls access to its resources. This construction does not
have separate hardware for each environment. Nevertheless,
the secure monitor guarantees its separation at the hardware
level.

The secure monitor is a component that manages the context
switch between the two worlds, REE and TEE. Depending
on the processor generation, the secure monitor can be an
independent component inside the processor or implemented
directly on the processor logic [144].

Even though ARM TrustZone is intended as a security
technology, it can also work as a virtualization technology
supported by hardware [144]. This means that each execution
environment may have its OS. This flexibility brings advan-
tages for the developer. Depending on the application, the
developer may create a software library that resides in the
TEE and is called from the REE or use a Secure OS for the
TEE [123]. In these cases, the TEE’s OS is specially designed
for this purpose, having a reduced set of features to keep the
TCB as small as possible. On the other hand, the REE uses a
common OS.
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Developers typically do not implement applications directly
on ARM TrustZone but instead use a TEE that leverages the
ARM TrustZone, and acts as a development framework for
their application. The GlobalPlatform standards boost this pro-
cess since ARM TrustZone implements multiple GlobalPlat-
form standards, which enable interoperability among different
TEEs [145]. Examples of TEEs used with ARM TrustZone
are the OP-TEE [146], SierraTEE and Open-TEE [147].

Nevertheless, sharing the same hardware components bring
risks. REE applications can try to interfere with TEE applica-
tions. Applications may try interfering with the TEE execution
by creating interrupts to force context switches, creating a
denial-of-service (DoS) or performing side-channel attacks to
the shared CPU cache.

To mitigate DoS attacks, ARM TrustZone allows the con-
figuration of interrupt prioritization to rank first the secure
world’s interrupts. Unfortunately, the developer must activate
this feature specifically [144].

ARM TrustZone CPUs share their cache between applica-
tions from both worlds, which means both compete for the
use of cache. Even though a non-secure world application
cannot access to a cache assigned to a secure-world application
due to a tag bit that signs to which world the cache is
assigned. Regardless, this can yield different attacks, from a
rootkit that evades introspection [148], to multiple side channel
attacks that by monitoring cache activity are able to retrieve
cryptographic secrets from the rich world [149]-[151].

Arm TrustZone secure world has full access to the memory
of the untrusted world. This fact introduced a new class of
attacks called BOOMERANG attacks [152]. These vulnera-
bilities enable an application, from the non-secure world, to
exploit a TEE application to access a portion of memory which
it does not have access.

Finally, ARM TrustZone neither specifies a RoT for their
TEEs not a secure storage method. Therefore, the system
designer is responsible for bringing a solution to these
problems. This difficult the development of solutions based
of TrustZone applications. At the same, it may produce a lack
of authenticity and integrity guarantees in devices that do not
offer separate hardware modules for these functions [144],
[153].

Intel Software Guard Extensions

Intel SGX is a set of Intel CPU instructions that provide
integrity and confidentiality to computation, even when an
attacker compromises privileged software such as the kernel
or the hypervisor [141]. The base of Intel SGX is a trusted
container, also called an enclave, that is protected by trusted
hardware, and its integrity can be attested remotely. The
enclave will only install applications signed by a trusted
party, which is currently Intel. Each enclave can have multiple
applications, and a CPU may have multiple enclaves.

The enclave data and code are stored in the Processor
Reserved Memory (PRM), a subset of DRAM restricted to
enclaves. Inside the PRM, there is an Enclave Page Cache
(EPC), which is divided into multiple pages. Each page can
be assigned to a single enclave. An enclave has multiple EPC
pages and cannot read pages assigned to others. A page can

have multiple types, from ones mapped to the enclave address
space to metadata used in its lifecycle [141].

If an EPC needs to be stored in an untrusted memory,
SGX will cipher and sign it, to assure its confidentiality and
integrity. The only time an untrusted application can write to
the PRM is during the loading stage of an application to the
enclave, when the application is copied and EPC pages are
allocated. This process is cryptographically hashed and then
used for software attestation.

The enclave’s virtual memory is not the only memory that
lives inside the EPCs. The enclave has the option to have
memory mapped from the outside in its virtual memory.
This allows enclaves to use existent libraries from the non-
secure world or act as a library for processes outside the
enclave. In these cases, non-enclave software cannot access
PRM memory [141].

In any context switching from an enclave to an application
outside the enclave, the CPU, to avoid data leakage, saves
its state to a predefined area and cleans its registers before
transferring execution.

Intel SGX enclaves run at the lowest privilege level possible
(user mode). Therefore, enclave application development is
similar to non-enclave applications. The developer has a set of
libraries that can use and a Software Development Kit (SDK)
to compile and deploy the application [154]. Nevertheless,
multiple SDKs work on the Intel-provided SDK to facilitate
the development of secure SGX applications [155], [156].

The security restrictions applied to SGX enclaves are the
same as non-enclave applications. Enclaves will not be able
to interact directly with computer devices [141]. Regardless,
having software that no one can access is also a security prob-
lem. Current anti-virus scan executables, files, and memory
looking for patterns that indicate malicious activity. Therefore,
SGX technology can evade these analyses, which means if a
malicious actor lives inside an enclave, he will not be detected.

In terms of physical security, even though the SGX threat
model excludes physical attacks targeting the CPU chip and
side-channel attacks, it considers attacks to the DRAM, its
bus, and debugging ports [157].

Attacks on CPU chips are complex and require expensive
equipment. Therefore they are less common. The intrinsic
characteristics of SGX are not publicly known. However,
researchers have analyzed patents related to the Intel SGX
and concluded that some countermeasures exist to increase the
difficulty of attacks against the CPU chip [141]. For instance,
is possible that existent keys are hardcoded with fuses in the
CPU circuit, or PUFs are used to generate them.

Intel SGX is affected by multiple side-channel attacks,
some of which are specific to Intel processors. Enabling
these attacks, we have two processor features, hyper-threading,
and speculative execution, that try to optimize the processor
execution.

Hyper-threading divides physical cores into multiple log-
ical cores, which share resources like cache and execution
units [158]. Speculative execution is an optimization technique
for optimizing an instruction pipeline.

Multiple steps must be run sequentially to execute instruc-
tions in a CPU, each taking one clock cycle. The processor im-
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proves the performance of these steps by doing them in parallel
for different instructions since they are executed in different
parts of the CPU. If a branch instruction is encountered, the
processor will only know the next instruction after executing it,
which would cause a performance hit, by stalling the pipeline.
With speculative execution, the processor will choose one of
the execution flows and start loading its instructions into the
pipeline. After executing the branch instruction, the processor
will discard or use the loaded instructions, according to the
branch result [159].

These optimizations were leveraged with architecture prob-
lems to create multiple attacks against SGX. Branch prediction
attacks exploit information leaks in the component responsible
for predicting the execution flow before a branch instruction.
Lee et al. [159] was the first to introduce this attack, and other
authors [155] used their research to extract a private key that
was stored inside an enclave.

Also, related to the speculative execution, in 2018, two
vulnerabilities were discovered affecting applications outside
the enclave, Spectre [160] and Meltdown [161]. In addition to
the speculative execution, these vulnerabilities exploited out-
of-order execution to execute unintended instructions. Initially,
the vulnerabilities were not able to affect SGX enclaves, but
with further research and adaptation, researchers attacked SGX
enclaves with the same principles [162], [163].

Finally, in 2019, Microarchitectural Data Sampling(MDS)
was introduced, a new class of attacks enabling the bypass of
common security boundaries like processes, virtual machines,
and enclaves by exploiting flaws in undocumented buffers to
leak information [164]-[166].

Fortunately, the vulnerabilities presented here can be fixed
through a microcode update to the processor [156].

SGX sets a RoT that ensures the confidentiality and integrity
of the TEE. Only enclaves properly signed can be installed. At
the same time, SGX provides attestation capabilities. Regard-
less, these two features are not supported by hardware. Each
SGX-enabled CPU has a privileged enclave, called Quoting
Enclave, installed by Intel that is responsible for measuring
the data and code loaded to each enclave and offers remote
attestation capabilities. The measurements provided by the
Quoting Enclave are very similar to the ones provided by
TPMs. Despite that, the signature algorithms are different and
are not implemented in tamper-resistant hardware [167].

2) Security attacks and countermeasures:

As we stated before, generally, TEEs share their hardware
resources with the rest of the computation environment, which
brings security risks. In this subsection, we will analyze
these consequences, that affect both TEEs implementations
presented before.

First of all, TEEs do not protect against software vulner-
abilities, which means if the TEE or SDK implementation
has a security flaw, this will impact the security of this
TEE. Since the introduction of TEE’s, both technologies have
been affected by software vulnerabilities. Bulck et al. [168]
discovered multiple vulnerabilities affecting Intel SGX SDKs.
Regarding Arm TrustZone TEE’s, researchers have discovered
several software vulnerabilities [144]. When writing this ar-
ticle, the NIST vulnerability database had 73 vulnerabilities

related to Arm TrustZone [169]. This amount of vulnerabil-
ities is a consequence of the level of knowledge required
to develop a TEE. As we stated before, Arm TrustZone is
a bare-metal technology that developers use to create their
TEE implementations, which means many of the features are
implemented by the developer. Therefore, most vulnerabilities
compromise TEE’s implementations and not the Arm Trust-
Zone directly [170].

On the hardware side of the TEE, side-channel attacks
are the main class of attacks affecting TEEs. Among them,
cache-based attacks appear as a specific attack against TEEs.
Side-channel attacks on the processor cache are made by a
malicious application running in the untrusted world, sharing
the same processor core with the TEE application. This
malicious application fills the processor cache with its data and
waits for the TEE application to run and evict its data from
the cache. Afterward, the malicious application will access
the same data and measure the time it takes to access the
information. As access to information stored in the CPU’s
cache is faster than RAM, the application can figure out
accesses patterns of the TEE, and with that and knowledge
about the TEE’s code, it can extrapolate information about
the TEE’s execution [156]. Using these principles, multiples
attacks were developed, jeopardizing both Intel SGX and Arm
TrustZone [149]-[151], [171], [172].

Despite that, TEEs are also vulnerable to other types of side-
channel and physical attacks. The literature states that Intel
SGX and Arm TrustZone do not have protection against EM,
power analysis attacks, or fault injections [141], [144]. For
both technologies, we found research performing in practice
these attacks. Bukasa et al. [173] analyzed EM attacks against
Arm TrustZone, and Chen et al. [174] performed a voltage
glitch attack on an Intel SGX enclave. Both researchers were
able to recover cryptographic keys from a TEE.

Intel SGX threat model excludes physical threats to the
device security due to the inherent cost of hardening a general-
purpose CPU. Despite that, the threat model includes threats
against the bus connecting the Random Access Memory
(RAM) to the CPU due to the likelihood of eavesdropping
attacks. Therefore, any data that SGX needs to store in RAM
is properly ciphered and signed. Regardless, information inside
the internal CPU buses is transmitted in clear [141], [175].

Therefore, in essence, TEEs offer interesting security fea-
tures to increase resilience against software attacks. Even
so, TEEs do not have protection against the majority of the
physical attacks, and, if compromised, they can be used as a
persistence method for attackers [138].

3) Advantages and disadvantages for identity assurance:

The significant advantage of TEE for identity assurance
is the fact that it allows the creation of a secure execution
environment without additional hardware. Therefore, less cost
and power consumption. Nevertheless, as we saw earlier, Arm
TrustZone requires further adaptation to assure RoT, which
may include additional hardware.

TEEs can offer a greater performance when compared with
solutions such as SEs [176], in terms of CPU, RAM, and
storage capabilities. For instance, Arm TrustZone enabled



JOURNAL OF KX CLASS FILES, VOL. 14, NO. 8, AUGUST 2021

CPUs can offer RAM in the gigabyte range , in comparison,
SEs have RAM in the kilobyte range.

Similar to other technologies, developers need to dominate
a new software stack to develop solutions using TEEs.

Finally, it is imperative that developers precisely understand
this technology’s limitations, as it does not defend against
every physical attack and introduces new risks due to the
sharing of components with the non-secure world.

4) Implementations:

TEE solutions have been mainly used to store cryptographic
keys, provide remote attestation, identity, and ensure the
security and resilience of the application even if the device is
compromised. Most of the solutions are based on public key
cryptography, in which each device has a private key used to
identify the device.

There are multiple solutions following these principles. For
instance, Ling et al. [177] developed a system that provides
secure boot and remote attestation for IoT devices, leveraging
Arm TrustZone. This research uses ROM and eFuses, to
overcome the secure storage limitation of the Arm TrustZone
and ensure the security of a RoT.

Another example is from Lesjak et al. [176], which im-
plemented two authentication systems, one using an Arm
TrustZone enabled CPU and the other with a SE, to analyze
the advantages and disadvantages of each construction. Finally,
they propose a hybrid system that combines Arm TrustZone
and SE to overcome the security risks of the Arm TrustZone.

Wang et al. [178] implemented a similar solution with
Intel SGX to create a lighter solution for remote attestation
compared with TPMs, with the added befit of offering a secure
environment to run applications.

Durand et al. [179] developed a lightweight communication
system backed up by hardware. However, since Intel SGX
CPUs are too expensive for most IoT devices, they used a
secure element in the device and an Intel SGX enclave in the
server to receive the device communications securely.

More recent researchers are trying to integrate device iden-
tity, based on TEEs, with blockchain technology [180], [181].

F PUFs

PUFs are physical systems that, given a specific input ( a
challenge), produce a string of bits, the response [182]. The
response is unique and unpredictable because it depends on
the unique hardware characteristics of each device that are a
consequence of the physical world variations during the man-
ufacturing process [183]. The challenge and the corresponding
response are called a Challenge- Response-Pair (CRP) [184].
Depending on the type of PUF, it can be configurable or not,
which means that any change in the challenge will induce a
change in the response [16].

The concept of PUF is generic to include systems from
different application fields. Regardless, there are still construc-
tions that are not called PUF because they were designed
outside the field of hardware security engineering [16].

Many authors consider PUFs as one of the technologies that
can help IoT overcome the device identity challenges [185]-
[187] due to the promise of a cheaper and safer way to gen-

erate and store cryptographic keys compared with EEPROM
solutions that offer the same assurance level [188].

PUF’s constructions are evaluated according to two metrics,
intra-distance and inter-distance. Intra-distance is the hamming
distance between two responses from the same PUF instance
using the same challenge. Inter-distance is the hamming dis-
tance between two responses from different PUF instances
when the same challenge is applied [16]. On top of these
metrics, researchers can also analyze the PUF’s reproducibility
and uniqueness.

The distribution of the response intra-distance gives us the
PUF reproducibility. PUFs are not mathematical functions be-
cause a single input (challenge) can generate multiple outputs
due to physical environment changes and random noise in
the response generation [189]. Therefore, reproducibility is an
essential characteristic of a PUF-based system. Furthermore,
PUF solutions employ fuzzy extractors to handle these varia-
tions and return a stable response [189].

The distribution of the response inter-distance analyzes the
uniqueness of a PUF. When challenged with the same input,
different PUFs should produce distinct responses. The re-
sponses’ inter-distance should ideally be 50% to be considered
a true random generator [188].

A PUF that is reproducible and unique is also identifiable.
This means that using a PUF response to identifying a device
is feasible because its response is unique and stable [16].

In addition to these characteristics, another set of features
defines PUFs, namely being tamper-resistant, unclonable and
unpredictable.

Tamper-resistance is the capability of resisting attempts of
unauthorized physical modifications to leak information or
bypass some security protection. Because PUF constructions
rely on measurements of physical features, any slight variation
provokes a change in its response. Therefore any attempt to
tampering a PUF would cause a noticeable change in its CRPs,
ultimately originating a new PUF instance [16].

PUFs are also unclonable because of these precise measure-
ments. In any cloning attempt, the attacker would not be able
to reproduce all the PUF characteristics since they result from
physical variations during the manufacturing process [16].

Another characteristic that differentiates PUFs, from a se-
curity standpoint, is their predictability. Based on this charac-
teristic, there are two types of PUFs, Weak and Strong PUFs.
This property depends on the resilience of a system against
an attacker that tries to predict all CRPs [190], [191]. Strong
PUFs are the ones that, even when exposed for an extended
period to an attacker, it is impossible to predict their responses
to a challenge. All the other constructions that do not meet this
requirement are considered Weak PUFs [16].

Strong PUFs have a large set of CRP, which prevents
the creation of a database with all possible pairs. Even if
attackers know a large subset of CRPs, they cannot predict
unknown ones. Moreover, if the attacker physically possesses
the PUF, the Strong PUF security is not compromised [188],
[192]. By contrast, Weak PUFs may have a single CRP. Thus,
the security system is compromised if an attacker obtains its
response [188], [193]. Moreover, most Weak PUFs have a
single CRP, allowing cloning of the device [192].
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Strong PUFs offer higher security guarantees than Weak
PUFs. However, some Strong PUF constructions have become
vulnerable to modeling attacks, due to the emergence of new
technologies. These attacks require a considerable amount of
CRPs to model the PUF response. Researchers have known
about these attacks since the beginning of this research field.
Nevertheless, with the advancement of machine learning tech-
niques, Strong PUF constructions that were known as secure,
are now considered vulnerable to these attacks [194]-[198].

These attacks have been the focus of recent research. This
leads some authors to suggest that Strong PUFs are still an
open research challenge and require further development to
meet the expected security features that are being jeopardize
by these attacks [16], [199], [200].

1) Security attacks and countermeasures:

PUFs promise a security improvement in the storage of
cryptographic keys since it eliminates potential offline attacks
when the information is not being used. PUFs do not have
countermeasures against physical attacks, given that any at-
tempt to inject a fault or tamper with the device would induce
changes in the PUF’s response. Despite that, depending on
the construction, PUFs may be vulnerable to side-channel
attacks or reverse engineering with the objective of modeling
the PUF’s response [201]. For instance, Different Delay-based
PUFs, such as the Arbiter PUF, which explore delays between
two competing signal paths, can be vulnerable to power-side
channel analysis [201] and optical side-channel attacks [202],
and RO PUFs are vulnerable to electromagnetic side-channel
attacks [203].

It is argued that PUFs resist to reverse engineering attempts
due to their complexity [16]. Still, Nedospasov et al. [204]
attacked SRAM PUFs with SEM, a reverse engineering tech-
nique, as a way to model its responses. SRAM PUFs exploit
that after a power-on/power-off cycle, a memory cell has
the same probability of being set as a 0 or 1. At the same
time, each cell tends to keep the same behavior over power
cycles [205]. As the state of each cell can be observed
with SEM, its CRPs may be retrieved. SRAM PUFs have
the advantage of being a low-cost solution and simple to
implement [206]. On the other hand, these advantages also
ease the attacker’s work, given that it decreases the PUF’s
complexity.

Even though we listed several attacks against common
PUFs, these can be overcome by an improved design or coun-
termeasures. For instance, Nedospasov et al. [204] propose
that new SRAM PUF constructions have an asynchronous reset
mechanism of its memory cells to decrease the information ex-
posure, and Merli et al. [203] suggest multiple changes in the
RO PUF design to decrease the emanation of electromagnetic
radiations.

In summary, while the inherited dependency on physical
characteristics protects PUFs against tampering attempts, it
does not protect against side-channel attacks. Therefore, side-
channel attacks must be mitigated with additional countermea-
sures.

2) Advantages and disadvantages for identity assurance:

In general, PUFs are considered a possible solution for
IoT key management due to being a cheaper solution when

compared with other methods to store cryptographic keys like
antitampering EEPROM, at the same time, it requires less
circuit space and energy to operate [188].

Moreover, Strong PUFs, when are able to resist to mod-
eling attacks, provide lightweight authentication and identifi-
cation protocols that not rely on heavy cryptographic algo-
rithms [207].

PUFs promise a way to securely manage device identity,
protected against invasive attacks like key extraction or any
attempt of tampering. However, as we saw earlier, both Secure
and Weak PUFs have potential vulnerabilities, as we stated
before. Thus, the system using this technology should beware
of these risks and accept them.

In addition, most systems based on Strong PUFs assume the
server, where the CRPs are stored, is secure [208]. However,
for some use cases, this risk is unacceptable. If the server
is compromised, the confidentiality of all CRPs pairs is
jeopardized, which means the attacker can authenticate itself
as any device.

3) Implementations:

In the field of identity assurance, we can see the use of PUFs
in two fields, generation of secure keys and authentication.
Namely, Strong PUFs are used for authentication and Weak
PUFs for key generation [188].

For authentication, the typical protocol has the following
construction, after a PUF is manufactured, it is submitted to
multiple Challenges in a secure environment to ensure CRP
confidentiality. Known CRPs are then securely stored and used
for device authentication. Each challenge is only used once,
to mitigate replay attacks [200], [209].

This type of authentication protocol has been used since
the rise of this technology. Early examples are Gasend et al.’
Silicon PUF [210] and Lim et al.’” Arbiter-Based PUF [211].
However, the threat model of these early implementations
was too strict, and because of that, they were vulnerable to
modeling attacks [212].

To hamper modeling attacks, the next iteration of PUF
constructions started using one-way functions applied to the
PUF response to prevent direct access to the PUF CRP [209],
[213]-[215]. This type of PUF is generally known as Control
PUF. Once again, further research discovered vulnerabilities in
this type of construction due to reversible one-way functions
and pattern matching [195], [216].

Current research is working on improving existent construc-
tions, making them resilient to modeling attacks. The main
approach is to close the PUF interface by implementing mutual
authentication [217]-[220].

There is also research trying to prevent modeling attacks,
at the same time, it improves the authentication protocol.

Chatterjee et al. [221] and Qureshi et al. [208] developed
solutions that don’t assume a secure CRP database, which
means that even if the server responsible for the authentication
is compromised, the CRPs are not because they are not stored
in clear text.

Ebrahimabadi et al. [222] go further to mitigate the eaves-
dropping of CRPs and modeling attacks. They created an
authentication protocol that scrambles and divides the com-
munications between the server and a node (the device with



JOURNAL OF KX CLASS FILES, VOL. 14, NO. 8, AUGUST 2021

a PUF that needs to be authenticated) into multiple packets.
These packets are sent through multiple nodes to obscure the
actual destination of the message. With that, the authors expect
that attackers cannot relate the CRPs with a specific device,
so it will be impossible to perform a modeling attack.

Hang et al. [223] use the classic authentication protocol
with Strong PUFs. However, they combine multiple PUFs on
the same device to create a fingerprint that changes if any of
the device’s components is tampered. This construction uses
a Configurable RO PUF as a hardware security primitive and
a latch structure to extend the key space of the responses,
increasing its resilience. This solution uses the same style of
authentication protocol, where we have a server that stores
multiple CRPs and then queries them.

On the other hand, Weak PUFs used in [oT systems do not
try to replace traditional authentication systems. But instead,
they attempt to improve the storage of cryptographic keys on
a cheap IoT device. A Weak PUF generates the same secret
key every time the device is running. Therefore, this key does
not need to be stored, which mitigates the risk of an attacker
extracting the key when the device is not running.

For this generation process to be reliable, the secret key
extraction from a Weak PUF response requires an extra step,
a helper data algorithm '. Any change on the cryptographic
key is not acceptable for most encryption protocols. Thus, this
algorithm allows the extraction of a secret key from a noisy
or not uniform response [224], [225].

The generation process of a secret key from a Weak PUF
normally has two phases, the enrollment and the reconstruc-
tion. The enrollment happens when we want to create a new
secret key, and the reconstruction is when we need to obtain
the same secret key after its creation.

During the enrollment phase, from a PUF response, it is
generated a secret key and helper data. The key has to be kept
secret, but the helper data does not, and can be stored in non-
secure NVM. The reconstruction phase uses the helper data,
that was obtained before, to generate the same secret key given
a another PUF response from the same PUF [226], [227].

The first practical work using PUFs to securely manage
cryptographic keys was done by Skori¢ et al. [226] and
Suh et al. [228]. Over the years, new research on this topic
emerged. Some of this research used new types of PUFs to
generate secrets [205], [229], and others focused on creating
re-configurable PUFs that enable the change of secret keys
over time [227], [230], [231]. In this type of research, we can
also see the use of Strong PUFs due to the amount of CRPs
that allow the generation of multiple keys on the same PUF
instance [224].

Lastly, researchers have been developing PUF-based sys-
tems capable of generating a shared key among different
resource-constrained devices to enable multiparty communi-
cation [232].

In summary, there are two main approaches to enhance
authentication and identity on IoT devices using PUFs,
lightweight authentication protocols using CRP databases and
secret key generation. Authentication protocols with CRP

YA fuzzy extractor is a specific type of helper data algorithm [224].
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databases depend on the resilience of the PUF against se-
curity attacks. Nevertheless, when correctly employed, this
technology answers the needs of constrained IoT devices when
an energy-efficient way to authenticate a device is necessary
without requiring intensive computation. On the other hand,
PUF-based key generation works a security primitive for
existent identity and authentication systems. Therefore, it does
not solve the need for heavy computation, but it offers a cheap
and secure way to generate and store unique secret keys.

VI. DISCUSSION

The different hardware technologies presented in this re-
search can be used to help the development of IoT identity
systems. However, they are very different in the way they can
support them. Furthermore, regardless of its usefulness for
identity systems, the designer needs to analyze its strengths
and weaknesses to decide which technology should be in-
cluded in a device.

The main concerns during this assessment are how the tech-
nologies can benefit the system and contribute to overcoming
the IoT identity challenges, the advantages and disadvantages
of each technology and, finally, what security countermeasures
they have. In this section, we will analyze and compare the
technologies presented earlier. We will focus on these points
to assist any system developer who wants to create a system
with an identity based on hardware primitives.

In Section III, we list three challenges to developing an
identity system: lightweight encryption, object identification,
and secure storage. The technologies analyzed can be used to
overcome these challenges or at least circumvent them.

Each encryption accelerator, SEs and TEEs can provide
ways to get around the need for lightweight encryption al-
gorithms. All these technologies can run cryptographic algo-
rithms optimally, making these operations faster and more
energy efficient. Among these technologies, it is essential
to highlight the cryptographic instruction sets (a subtype of
the cryptographic accelerator), as they have the potential to
normalize the implementation of cryptographic algorithms in
hardware. Strong PUFs and TRNGs, not so directly, also con-
tribute to the research challenge in lightweight cryptography.
TRNGs do not provide a way to run cryptographic algorithms
optimally. Instead, they provide a way to get high entropy
numbers, which is essential for any asymmetric encryption
scheme. PUFs can be exploited for lightweight authentication
systems, easing the need for cryptographic algorithms.

Regarding object identification, Intel SGX and SEs offer an
isolated execution environment and secure storage capabili-
ties that can be exploited to create object identification sys-
tems. Another technology with similar possibilities is TPMs.
However, the developer is limited to the features offered
by the TPM specification. Taking a different approach, we
have strong PUFs, which have CRPs entirely dependent on
the device’s hardware characteristics, which can be used to
uniquely identify a device. Also, strong PUFs self-destruct on
any tampering attempt.

Finally, masked ROM and OTP memories provide read-
only memories that can store RoTs. Regardless, they do not
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Technologies Lightweight Cryptography | Object Identification | Secure Storage
TRNG °
Masked ROM °
Masked ROM and OTP memories |1ioaung gate OTP *
Fuse OTP °
Antifuse OTP °
Crypto Instruction Sets .
Crypto accelerators Crypto Coprocessors .
Crypto Processor ° ° °
Secure element . . °
Intel SGX ° ° °
TEE Arm TrustZone °
PUF ° .

TABLE III
TECHNOLOGIES AND RESEARCH CHALLENGES

protect data at rest, which other technologies like Intel SGX
and SEs do. TPMs and PUFs can also ease the challenge of
secure storage. However, they offer a limited set of features.
TPMs can only store cryptographic keys, and weak PUFs are
even more limited and cannot import cryptographic keys that
are generated outside of PUF. Table III summarizes all this
information.

Each of the technologies that may support the device’s
identity will relate to identity assets and, as a consequence,
are critical to achieve any security goal (Subsection IV-B). For
instance, we have stated that masked ROM and OTP memories
do not provide countermeasures to protect data at rest. This
means that identity data and firmware have their confidentiality
at risk, given that an attacker can read the stored information
when the device is turned off [69], [98], [100]. The other four
technologies featuring secure storage (TPM, SE, Intel SGX,
and PUF) have countermeasures to protect data at rest and
some even during its execution.

Intel SGX ciphers the information every time it needs to
leave the CPU package, but besides that, it does not have
any further security countermeasure to prevent physical attacks
against confidentiality and integrity of the identity data and
firmware, which means it is vulnerable to fault injection
attacks [233] and side-channel attacks.

By contrast, TPMs and SEs have several countermeasures
to prevent fault-injections and side-channel attacks. SEs are
known to have the most complete set of security features, and
TPMs benefit from this fact since their design is many times
based on SE’s design but with some compromises considering
that the security assurances of a TPM are not as demanding
as the ones of a SE [234].

PUFs distinguish themselves from other technologies in
terms of security, considering they do not have physical secu-
rity countermeasures. The risk of fault injections is neglectable
because any attempt would alter the PUF’s response, making
it unusable. However, side-channel attacks and reverse engi-
neering attempts would not affect its response. Researchers
consider that PUFs are too complex to be vulnerable to these
attacks, which in many cases is true, but it can also be a
careless assumption for some constructions [204].

Looking at the remaining technologies, ARM TrustZone,
crypto accelerators, and TRNGs do not have any security

countermeasures by default. In any case, it is important to
mention that with the exception of ARM TrustZone, these
components are base building blocks, which means the device
designer is responsible for installing of physical security
countermeasures.

Despite the security countermeasures, physical security is
not perfect, mainly against reverse engineering attempts. If
the attacker spends enough time, he will be able to bypass the
implemented countermeasures. The majority of these counter-
measures do not eliminate risks but rather increase the attack
complexity and time to succeed.

Table V summarizes the different countermeasures that are
commonly available in the presented technologies.

Each of the technologies that may support the device’s
identity will report to identifying assets and, as a consequence,
are critical to achieving any security goal (Subsection IV-B).
For instance, we have stated that masked ROM and OTP
memories do not provide countermeasures to protect data at
rest. This meaManyns that identity data and firmware have
their confidentiality at risk, given that an attacker can read the
stored information when the device is turned off [69], [98],
[100]. The other four technologies featuring secure storage
(TPM, SE, Intel SGX, and PUF) have countermeasures to
protect data at rest and some even during its execution.

Intel SGX ciphers the information every time it needs to
leave the CPU package, but besides that, it does not have any
further security countermeasures to prevent physical attacks
against the confidentiality and integrity of the identity data
and firmware, which means it is vulnerable to fault injection
attacks [233] and side-channel attacks.

By contrast, TPMs and SEs have several countermeasures
to prevent fault injections and side-channel attacks. SEs are
known to have the most complete set of security features, and
TPMs benefit from this fact since their design is many times
based on SE’s design but with some compromises considering
that the security assurances of a TPM are not as demanding
as the ones of a SE [234].

PUFs distinguish themselves from other technologies in
terms of security, considering they do not have physical secu-
rity countermeasures. The risk of fault injections is neglectable
because any attempt would alter the PUF’s response, making
it unusable. However, side-channel attacks and reverse engi-
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Masked ROM Crypto accelerators
Attack \ Technology TRNG OTP memories Crzgto Instruction Sets | Crypto Coprocessors | Crypto Processor Smart cards | TEE | PUF
Voltage sensors No N/A No No Yes* Yes No No
Multiple voltage sensors No N/A No No No Yes No No
Clock signal sensor No N/A No No Yes* Yes No No
Active metal shield No No No No Yes* Yes No No
EM radiation sensor No N/A No No No Yes No No
Voltage monitoring No N/A No No No Yes No No
Defensive PCB design No No No No Yes* Yes No Yes

N/A = Not applicable;
* = Depends on the model

TABLE IV
COMMON COUNTERMEASURES OF EACH TECHNOLOGY

neering attempts would not affect its response. Researchers
consider that PUFs are too complex to be vulnerable to these
attacks, which in many cases is true, but it can also be a
careless assumption for some constructions [204].

Looking at the remaining technologies, ARM TrustZone,
crypto accelerators, and TRNGs do not have any security
countermeasures by default. In any case, it is important to
mention that except for ARM TrustZone, these components
are base building blocks, which means the device designer is
responsible for installing physical security countermeasures.

Despite the security countermeasures, physical security is
not perfect, especially against reverse engineering attempts.
If the attacker spends enough time, he can bypass the im-
plemented countermeasures. Many countermeasures do not
eliminate risks but rather increase the attack’s complexity and
time to succeed.

Table V summarizes the different countermeasures that are
commonly available in the presented technologies.

Finally, we can examine each technology’s features and
advantages, and disadvantages. To start, TRNGs offer a high-
quality entropy source with the cost of adding dedicated
hardware to the device, which increases the device’s power
consumption. Moreover, due to the physical exposure of
devices to attackers, TRNGs may be vulnerable to environment
bias.

There are four types of ROMs, masked ROM, floating-gate
OTP, eFuse OTP, and anti-fuse OTP. These memories can
be programmed a single time, after manufacturing, except
for masked ROM, which can only be programmed during
manufacturing since it stores the information hardwired in
its design. Despite this, floating-gate OTPs and eFuse OTPs
have some disadvantages. Floating-gate OTPs are vulnerable
to optical attacks and resetting the memory, and eFuse OTPs
have a limited duration of data retention.

As stated before, Crypto accelerators offer optimized cryp-
tographic operations through specialized hardware. Therefore,
except for cryptographic instruction sets, every type of crypto
accelerator is an additional component that needs to be added
to the device and properly integrated. Crypto-processors and
TPMs typically offer libraries to facilitate their integration with
the rest of the system. By contrast, crypto-coprocessors are
integrated at the CPU level.

In addition to providing optimized cryptographic operations
and secure storage, SEs offer a secure execution environment
independent of the primary system. SEs have a high assurance

level but limited computation power and storage.

TEEs also provide an execution environment. However, their
security assumptions are different. Usually, these environments
share their hardware with the rest of the system, which
introduces advantages and disadvantages. TEEs are a feature
of the main CPU, which means it does not require dedicated
hardware. Regardless, this fact also increases their security
risks.

Moreover, each of the TEEs presented has its own positive
and negative points. Intel SGX enabled processors provide a
RoT and secure storage but are more expensive than Arm
Trust-Zone enabled processors, which are cheaper but do not
provide secure storage or RoT. On top of that, Arm Trust-Zone
enabled CPUs work at the system level, allowing developers
to run an operating system for each execution environment,
increasing the system flexibility and development complexity.
In contrast, Intel SGX trusted environments are developed
on top of SDKs that abstract the complexity of low-level
operations.

Finally, PUFs provide a way to generate and store keys
tiddly dependent on the device’s characteristics. Additionally,
Strong PUFs have the benefit of enabling lightweight cryp-
tography authentication algorithms. However, independently
of the PUF type, there are disadvantages. In their majority,
PUFs depend on dedicated hardware, which requires low-level
integration with the system. Moreover, with the exception of
some commercial off-the-shelf products, the majority of the
time, system designers need to build their own PUFs on the
board, which increases the burden of using this technology.

Table VI summarizes the different advantages and disad-
vantages of the technologies presented.

VII. LIMITATIONS AND FUTURE DIRECTIONS

During this research, we examine many technologies that
can be used to support identity and authentication operations in
IoT. As we have seen, most of them have working prototypes
of identity and authentication systems, and some have already
been deployed in production. Regardless, we do not see
widespread use of these technologies in IoT devices.

Over the years, the cost of adding specialized hardware has
been cited as the reason for the lack of adoption of these
solutions. However, as other researchers have pointed out [17],
this is a misconception. Our analysis confirms that there are
solutions in different price ranges, even for smaller budgets.
Therefore, it is necessary to consider other reasons for the low
adoption of these technologies.
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Masked ROM Crypto accelerators
Attack \ Technology TRNG OTP memories Crzgto Instruction Sets | Crypto Coprocessors | Crypto Processor Smart cards | TEE | PUF
Voltage sensors No N/A No No Yes* Yes No No
Multiple voltage sensors No N/A No No No Yes No No
Clock signal sensor No N/A No No Yes* Yes No No
Active metal shield No No No No Yes* Yes No No
EM radiation sensor No N/A No No No Yes No No
Voltage monitoring No N/A No No No Yes No No
Defensive PCB design No No No No Yes* Yes No Yes
N/A = Not applicable;
* = Depends on the model
TABLE V
COMMON COUNTERMEASURES OF EACH TECHNOLOGY
Technologies Features Advantages and disadvantages
- Increased power consumption
TRNG High quality entropy source - Risk of environment bias
- Dedicated hardware
Masked ROM Read-only memory + Hardwired data

- Programmed during manufacturing

Masked ROM and OTP memories

Floating-gate OTP

Read-only memory

+ Programmable after manufacturing
- Susceptible to UV attacks

eFuse OTP

Read-only memory

+ Programmable after manufacturing
- Limited data retention

Anti-fuse OTP

Read-only memory

+ Programmable after manufacturing

Cryptographic Instruction Sets

Optimized cryptographic operations

+ No additional hardware
+ Easy integration

Crypto accelerators

Crypto-coprocessors

Optimized cryptographic operations

- Complex integration
- Dedicated hardware

Crypto-processor

Optimized cryptographic operations

+ Easy integration
- Dedicated hardware

Optimized cryptographic operations

+ Easy integration

TPM Secure storage and RoT - Dedicated hardware
Optimized cryptographic operations + High assurance security level
Smart cards Secure execution environment - Dedicated hardware
Secure storage and RoT - Limited computation power
Optimized cryptographic operations + No additional hardware
Intel SGX Secure storage and RoT - Deprecated in Intel Core processors
TEE . . ; .
Trusted execution environment - Expensive TEE option
+ No additional hardware
. . . + Cheap TEE option
Arm TrustZone 'l(?p timized cry P tograpk_uc operations + Flexibility
rusted execution environment .
- Secure storage or RoT nonexistent
- Development complexity
PUF Generation of keys tidly dependent on device’s characteristics | - Complex integration

Lightweight cryptography authentication algorithm

- Dedicated hardware

TABLE VI
SUMMARY OF ADVANTAGES AND DISADVANTAGES OF EACH TECHNOLOGY

The disregard for security can be one of the reasons for the
lack of adoption of hardware-based solutions. However, some
devices implement adequate software-level protection but do
not employ hardware RoTs. Therefore, in these cases, your
threat model accepts that the risk of physical attacks or the
cost of hardware solutions is not worth it when compared to
the value of the information in question.

Each technology has its library or software stack to interact
with it. These are low-level APIs, so if we want to use them to
support an identity mechanism, we need to build our solution
using these libraries.

Device designers often do not design a device from scratch,
but instead, use an existing SoC as a foundation for adding
their features. These SoCs include SDKs to make software
development easier, which means that if there is no support
for this kind of technology in existing SDKs, it will discourage
most software designers from devices. Furthermore, even
though the SDK supports the technology in question, it also
needs to provide an authentication and identity framework that
uses these technologies and hides the complexity of a hardware

RoT. If that does not exist, designers will prefer traditional
systems over implementing their custom ones with hardware
security, which requires experienced staff and is error-prone.

Therefore, if the promotion of hardware security depends
on the adoption of these mechanisms by SDKs, the lack of
standardization in IoT also affects this challenge. Assume
there is no standard hardware-based identity and authenti-
cation framework. In this case, each vendor will implement
a framework, increasing development diversity and effort, as
the developer’s knowledge of a framework does not apply to
frameworks from other vendors.

Finally, the limitations of some technologies may be the
lack of ready-to-use components. For example, in the case of
PUFs, from the market analysis, we did at the time of writing,
few off-the-shelf components include or provide a PUF. This
technology is not new and holds many promises for IoT.
However, without the availability of off-the-shelf components,
device designers are forced to implement PUFs from scratch,
which is a barrier to their proliferation.

So the cost of hardware security is not necessarily the addi-
tional hardware added to the device, but the cost of integrating
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with the rest of the device. To combat this trend, develop-
ment SDKs should include hardware-based authentication and
identity frameworks to facilitate the integration of hardware
RoTs into new systems. In addition, the standardization of
these frameworks should be a priority so as not to create
diversity between the manufacturers’ frameworks and increase
the learning curve for the use of these technologies.

VIII. CONCLUSION

IoT devices interact with our personal life and manage
critical infrastructures. Thus, keeping them secure is a priority.

Identity and authentication play a vital role in the security
of these devices. Without it, it is impossible to guarantee
the device’s security since we would be unable to assure
the veracity of any information. Nevertheless, identity and
authentication are considered open research challenges in IoT.
Resource-constrained devices, a lack of standardization and
exposure to physical attacks are only some of the reasons that
make identity and authentication in IoT so challenging.

Over the years, multiple researchers have advocated us-
ing hardware to undermine these challenges. Regardless,
widespread adoption of hardware technologies supporting
identity and authentication has not been seen.

During our work, we focused on hardware trust anchors
and their security features that can be exploited to develop
new identity and authentication systems.

We analyzed physical risks for IoT identity and identified
possible countermeasures. We retrieved that hardware trust
anchors must employ protections, like multiple sensors, active
metal shields and a defensive PCB design, to protect them-
selves against physical risks. Besides that, we also explored
how challenging these risks are since we cannot mitigate them
completely but rather increase the difficulty of an attack.

With these security features and identity challenges in mind,
we reviewed technologies available to designers to develop
new identity and authentication systems. In this analysis, we
included the following technologies: TRNGs, masked ROMs
and OTP memories, crypto accelerators, secure elements,
TEEs and PUFs.

We concluded that there are multiple candidate technologies
that might support new identity and authentication systems,
aiming at different price points. Indeed, these technologies
can overcome some of the challenges holding back identity
and authentication in IoT by enabling the use of common
cryptographic algorithms in low-power devices and offering
resilience against physical attacks. Unfortunately, the complex
integration process of some of these technologies and the
required knowledge to effectively use them continue to halt
the widespread use of hardware trust anchors in IoT.
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